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Diagram 1:
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Compiling programs

Diagram showing the process of compiling programs with nodes and arrows indicating the flow.
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*Homomorphic embedding.*
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Two new algorithms, both starting with heterogeneous source trees.

1. If target tree is regular $d$-ary for some $d$.
2. If target tree is itself heterogeneous.
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Simulation

logical

actual

WFQ: 40/40/20
A → B → RR

WFQ: 10/40/50
C → D

WFQ: 40/40/20
T → RR

WFQ: 10/40/50
C → D → T → G

Simulation diagram with logical and actual flows, showing WFQ weights and node connections.
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actual
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\[
\begin{align*}
\text{Path} & \quad \text{PIFOTree} \\
* \in \text{Topo} & \quad n \in \mathbb{N} \quad ts \in \text{Topo}^n \\
\text{Node}(ts) \in \text{Topo} & \\
\end{align*}
\]

\[
\begin{align*}
p \in \text{PIFO(Pkt)} & \quad \forall 1 \leq i \leq n. \, qs[i] \in \text{PIFOTree}(ts[i]) \\
\text{Leaf}(p) \in \text{PIFOTree}(*) & \quad \text{Internal}(qs, p) \in \text{PIFOTree}(\text{Node}(ts)) \\
\text{Topo} & \quad \text{Topo} \\
\end{align*}
\]

\[
\begin{align*}
r \in \text{Rk} & \quad ts \in \text{Topo}^n \quad 1 \leq i \leq n \quad r \in \text{Rk} \quad pt \in \text{Path}(ts[i]) \\
r \in \text{Path}(*) & \quad (i, r) :: pt \in \text{Path}(\text{Node}(ts)) \\
\text{Topo} & \quad \text{Topo} \\
\end{align*}
\]

\[
\begin{align*}
push(p, pkt, r) = p' & \quad \text{push}(qs[i], pkt, pt) = q' \\
push(\text{Leaf}(p), pkt, r) = \text{Leaf}(p') & \quad \text{PUSH}(p, i, r) = p' \\
push(\text{Internal}(qs, p), pkt, (i, r) :: pt) = \text{Internal}(qs[i/q'], p') & \\
\end{align*}
\]

\[
\begin{align*}
push(\text{Leaf}(p), pkt, r) = \text{Leaf}(p') & \quad \text{PUSH}(p, i, r) = p' \\
push(\text{Internal}(qs, p), pkt, (i, r) :: pt) = \text{Internal}(qs[i/q'], p') & \\
\end{align*}
\]
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