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CS/ENGRD2110: Prelim 1
SOLUTION

8th of March, 2012

NETID:

The exam is closed book and closed notes. Do not begin until instructed. You have 90 minutes. Good
luck!

Start by writing your name and Cornell netid on top! There are 9 numbered pages. Check now that you
have all the pages.

Web, email, etc. may not be used. Calculator with programming capabilities are not permitted. This
exam is individual work.

We have scrap paper available, so you if you are the kind of programmer who does a lot of crossing out
and rewriting, you might want to write code on scrap paper first and then copy it to the exam, just so that
we can make sense of what you handed in!

Write your answers in the space provided. Ambiguous answers will be considered incorrect. You should
be able to fit your answers easily into the space we provided. Answers that are not concise might not
receive full points.

In some places, we have abbreviated or condensed code to reduce the number of pages that must be
printed for the exam. In others, code has been obfuscated to make the problem more difficult. This does
not mean that its good style.

POINTS:

Classes, Interfaces, Types, and Stuff / 21
Recursion / 16
Trees / 16
Asymptotic Complexity / 19
Sorting / 14
Lists / 14
Total /100



1 Classes, Interfaces, and Types

1. Answer the following questions with either true or false. No explanation necessary.
9 pts.

e Only classes define valid types in Java.

e Every class in Java has no more than one superclasses.

e Every class in Java has exactly one or zero subclasses.

e Every interface in Java has exactly one or zero supertypes.

e A cast changes the static type of a variable.

o The static type of a variable must always be a subtype of the dynamic type.
e Downcasts can produce runtime errors.

e Subclasses can access all the methods of its parent class.

e The dynamic type of an argument to an overloaded method determines which of the methods is
selected.

SOLUTION:
false,true,false,false,either true or false *,false,true,false,false

(*) The question was ambiguos, so we gave everybody the point. True, a cast influence the static type,
but it does not make a lasting change to the static type of the variable. A better formulation would have
been to replace “variable” with “expression”.

END SOLUTION

2. Identify the methods that need to be implemented in class Four so that the code compiles without error?
Do not name methods that do not necessarily have to be implemented.

4 pts.
abstract class One {

private int a,b,c;

public abstract int square (Two a);

public static int triangle() {
return 1;

interface Two{
public One mOne (int a);

interface Three extends Two {
public Two mTwo (int b);
public One mOne (float a);

abstract class ThreeAndAHalf extends One {
public float square(Three a) {
return 1;



class Four extends ThreeAndAHalf implements Three {
2727

SOLUTION:
square(Two a), mOne(int a), mOne(float a), mTwo(int b)
END SOLUTION

. Given the interface definitions from above, does the following class definition contain any errors? If yes,

what are the errors?

class Five extends ThreeAndAHalf { 4 pts.

public int square() { return a; }
public static float triangle() { return 2; }

SOLUTION:

First, a is private to class One, so it is not accessible from class Five. Second, you cannot have two
methods with the same signature that return different (incompatible) types in the case of triangle() (Five
returns float while One returns an int). And third, the class fails to implement square(Two a).

END SOLUTION

. What output does the following program produce?

class Song { 4 pts.

public int id;

public Song(int a) {
id = a;

}

public int getID() {
return id;

class SmashHit extends Song {
public SmashHit (int a) {
super (a) ;
}
public int getID() {
return id % 10;

public class PrelimOne {
public static void main(String[] args) {

Song[] songs = new Songl[3];
songs[0] = new Song(l);
songs[l] = (Song)new SmashHit (2);



songs[2] = new SmashHit (3);

for(int 1 = 0; 1 < songs.length; i++) {
System.out.println( songs[i].getID() );
System.out.println( ((Song)songs[i]).getID() );

SOLUTION:
1120203030
END SOLUTION



2 Recursion

1. What is the output of rec(3,3)?

public static void rec(int a, int b) { 8 pts.
if (a <= 0 || b <= 0) return;
if (a <= Db) {
System.out.print (a + " ");
System.out.print (b + " ");
rec(ax2, b+3);
}
else {
rec(a, b-4);
System.out.print (a + " ");
System.out.print (b + " ");
}
return;
}
SOLUTION:
3366121125129
END SOLUTION
2. Write a method with the signature public static int sum(int[] array) that returns the

sum of all the elements in the array. Do this without using any loops but use recursion instead. You can
create a helper method, but you may not create any static fields in the class.

Hint: Feel free to create a helper methods.

8 pts.
SOLUTION:
END SOLUTION
public static int sum(int[] array) {
return sum(array,array.length-1);
}
public static int sum(int[] array, int end) {
if (end == -1) {
return (0) ;
else {

return array[end]+sum(array, end-1);



3 Trees

1. In which order does a preorder, inorder, and postorder traversal print thenodes of the following tree?

@ 9 pts.
B @
O ©® ®
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SOLUTION:

Preorder: MFCAGQXUZ
Inorder: ACFGMQUXZ
Postorder: ACGFUZXQM
END SOLUTION

2. Show the binary search tree (BST) after inserting the following sequence of elements. The lexicograph-
ical ordering should be used to construct the tree.
7 pts.

FXMAQZB

SOLUTION:
Here is the pre-order traversal of the tree after the sequence of insertions: F(A(null,B),X(M(null,Q),Z2))
END SOLUTION



4 Asymptotic Complexity

1. Give the mathematical definition of “f(n) is O(g(n))”.

5 pts.
SOLUTION:
There exists constants ¢ and N such that for all n > N it holds that f(n) < c¢x* f(n).
END SOLUTION
2. Answer the following questions with either true or false. No explanation necessary.
4 pts.

MergeSort on an array with n elements has worst-case time complexity O(nlog(n)).

QuickSort using a random pivot on an array with n elements has worst-case time complexity
O(nlog(n)).

Finding an element in a sorted array with n elements can be done with worst-case time complexity
O(log(n)).

Inserting an element into an unsorted linked list with n elements can be done in worst-case time

o(1).

SOLUTION:
true, false, true, true
END SOLUTION

3. Sort the following functions by their big-O complexity. More formally, order them so that f; is O( fi11)
for all 7.
n?, 57,1000, \/n, 22", log(n), n?/3

4 pts.
SOLUTION:
1000, log(n), \/n, n?/3, n?, 5", 22"
END SOLUTION
4. Prove the following: if f(n) is O(g(n)), then f(n) + g(n) is O(g(n)).
6 pts.

SOLUTION:

We know from definition that there exists a constant ¢ such that f(n) < cg(n) for all n > N. Then we
can add g(n) to both sides: f(n) + g(n) < cg(n) + g(n) = (¢ + 1)g(n) forall n > N. So we get that
f(n) + g(n)is O(g(n)) with witness pair (¢ + 1, N).

END SOLUTION



S Sorting

1. Given the sorting method below, what would be printed in the console with the input 3,5,2,6,1,4?

, ) ) 5 pts.
public int superSort (int[] arr) {
int count = 0;
for (int i = 1; i < arr.length; i++) {
count++;
int temp = arr[i];
int k;
for (k = 1i; 0 < k && temp > arrl[k-1]1; k——){
count++;
arr[k] = arr[k-1];
}
arr[k] = temp;
// print out the content of array arr
String arrString = "";
for (int j = 0; j < arr.length; J++){
arrString = arrString + arr[]j] + " ";
}
System.out.println (arrString);
}
return count;
}
SOLUTION:
532614
532614
653214
653214
654321
END SOLUTION
2. Give an array of length 6 that would minimize the number returned (i.e., count) by superSort. Also,
state the value of count.
3 pts.
SOLUTION:
any array in descending order will give a count of 5. eg. [6,5,4,3,2,1].
END SOLUTION
3. Give an array of length 6 that would maximize the number returned (i.e., count) by superSort. Also,
state the value of count.
3 pts.
SOLUTION:
any array in ascending order will give a count of 20. eg. [1,2,3.4,5,6].
END SOLUTION



4. Answer with “Yes” or “No” or “Maybe” or “Sometimes”: Is the sorting algorithm from above stable?
No explanation necessary.
3 pts.

SOLUTION:

Yes. The algorithm only swaps two elements if one is strictly greater than the other. That means that
two equal elements are never swapped and therefore never change their order.

END SOLUTION



6 Lists

1. Assume that the following class List implements a doubly-linked list. A doubly-linked list stores not
only a pointer to the next ListNode (i.e., next), but also a pointer to the previous ListNode (i.e.,
prev) in the list. Furthermore, it stores a pointer not only to the first element (i.e., start), but also to
the last element (i.e., end) in the header class.
a) Give one example list for which “mystery()” returns true.
b) Give one example list for which “mystery()” returns false.
c¢) Explain in general what the method “mystery()” does.
6 pts.

class ListNode {
ListNode prev, next;
int value;

public class List {
ListNode start, end;

boolean mystery () {
return (mystery_helper (start,end));

boolean mystery_helper (ListNode a, ListNode Db) {
if(a == null) {
return (true) ;
}
if(a == b) {
return (false) ;
}
if (a.value == b.value) {
return (mystery_helper (a.next,b.prev));
}

return (false);

// other methods of doubly-linked list implementation are not shown

}

SOLUTION:

True [1 2332 1]. False [1 23 2 1]. Mystery returns true if the list is a palindrome of even length.
Otherwise it returns false.

END SOLUTION

2. Add a method void insertAfter (int afterThis, int tolInsert) to the class List
from above. This method should insert t oInsert in the spot behind the first occurrence of afterThis
in the list. If the list does not contain afterThis, then the list should remain unchanged. Note: Do
NOT use other methods in List, but write the method from scratch.
8 pts.

SOLUTION:

10



END SOLUTION

public void insertAfter (int afterThis, int tolnsert)

{

ListNode pointer = start;
while (pointer != null \&\& pointer.value != afterThis)
{

pointer = pointer.next;
}
if (pointer == null) {

return;

}
ListNode insertThis = new ListNode() ;
insertThis.value = tolnsert;
insertThis.prev = pointer;
insertThis.next = pointer.next;
if (pointer.next == null) {

end=insertThis;

}

else {

pointer.next.prev = insertThis;
}
pointer.next = insertThis;

11



