1 Introduction

This abstract describes ongoing work on the application of Upper Confidence Bound (UCB) algorithms to Trees (UCT) [11], a specific Monte Carlo Tree Search (MCTS) algorithm with many successful applications in game-playing (most famously as the first human expert level player for Go), to more general optimization under uncertainty. The field of Computational Sustainability is rich with such problems of pressing concern [9]. Climate change mitigation, infectious disease epidemic control, management of alternative energy policies, and wildlife reserve management are just a few examples from the field that require managers to make decisions using the guidance of complex stochastic simulations [2, 12].

We apply an initial implementation of UCT to an optimization problem with uncertainty where decisions are made in a single stage. This problem involves the conservation of a certain bird species in North Carolina, called the Red-Cockaded Woodpecker (RCW) [7], in collaboration with The Conservation Fund. Relatively recent work on this problem has used Sample Average Approximation (SAA) techniques employing Mixed Integer Programs (MIP), with impressive results [1, 13] that provide stochastic upper and lower bounds on the true optimum value [10]. The scalability of this MIP-based optimization technique is, however, limited to only a few dozen stochastic samples, which limits the accuracy to which the true stochastic nature of the dispersal process and survival rate can be captured. UCT offers a promising alternative approach for optimizing over a much larger set of stochastic samples, along with guarantees of convergence to optimality in the limit. In practice UCT produces approximate solutions, and we evaluate these approximations by comparing their solution quality to bounds on the optimum found using SAA techniques in past work [1]. UCT also opens up the possibility of “plugging in” sophisticated simulation models for species movement and survival, essentially as a black box. Finally, UCT is naturally suited to the multi-stage setting as well, where conservation actions are taken at multiple time points in a “reactive” manner based on species response.

2 UCT for Single-Stage Optimization Under Uncertainty

We consider an agent that can take actions from a set $A = \{a_1, \ldots, a_M\}$ that influence some stochastic utility, where $c_i$ is the cost of action $i$ and $B$ is the budget available to the agent. An action set $a \subseteq A$ has cost $C(a) = \sum_{a_i \in a} c_i$. We assume a random function $Q(a, \omega)$ that, given an action set $a$ and a random variable $\omega$, gives the utility of action set $a$. The agent wishes to take actions that maximize its expected utility:

$$\max_{a \subseteq A} \ E[Q(a, \omega)] \quad \text{s.t.} \quad C(a) \leq B$$

In practice, we assume a function $Q(a, \omega)$ is available that, given a pseudo-random number $\omega$, evaluates the utility of $a$ using some simulation. We note that in general our formulation could be extended to a multi-stage setting, where multiple rounds of decisions that affect stochastic outcomes are made.
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Here we give a presentation of UCT as it applies to single-stage optimization under uncertainty [11]. UCT is a specific instance of Monte Carlo Tree Search (MCTS) [4], an algorithm that performs stochastic sampling on its search tree. The tree’s root is the node \( N_0 \) labeled with the empty action set, and node \( N_a \) has the set of children: \( \{ a' | 3a_j \notin a : a' = a \cup a_j \text{ and } C(a') \leq B \} \) (i.e., node \( N_a \) has children labeled with action sets \( a' \) extended by one action that do not violate the budget conditions). If a node \( N_a \) has no children, we call it terminal, and if it has yet to be sampled by the algorithm, the node is a leaf. Let \( P(N_a) \) be the parent of \( N_a \). Nodes are associated with some value, \( V_t(N_a) \), given by some aggregation of the utility values sampled at or below \( N_a \) up to iteration \( t \).

MCTS is an iterative-deepening style best-first search that, when traversing the tree, selects child nodes with best \( V_t(N_a) \) until a leaf or terminal node is reached. A stochastic sampling of the utility of the leaf or terminal is then generated and used to update \( V_t(N_a) \) for all nodes \( N_a \) selected on the path from the root. The search performs iterations from \( N_0 \) until the value at the root meets some convergence criteria. Commonly, \( V_t(N_a) \) is the average of samples taken at or below the node \( N_a \) up to iteration \( t \). UCT makes the keen insight that a node in the search tree and its children form a multi-armed bandit, and uses the UCB1 multi-armed bandit selection strategy [3] as the selection criteria for Monte Carlo Tree Search. The strategy chooses the child node with best value: \( V_t(N_a) = \bar{x}_{a,t} + c_T(P(N_a),t) T(N_a,t) \) where \( c_{t_1,t_2} = 2 \ast C_p \ast \sqrt{\frac{\ln t_1}{t_2}} \).

Here, \( \bar{x}_{a,t} \) is the average of the utilities sampled at or below node \( N_a \) up to time \( t \), \( T(N_a,t) \) is the number of times node \( N_a \) has been sampled up to iteration \( t \), and \( C_p > 0 \) is an arbitrary constant. The term \( c_{t_1,t_2} \) is an upper-confidence bound on the sampled average, based on the Chernoff-Hoeffding bound. The constant \( C_p \) controls the exploration-exploitation tradeoff of the search by giving more or less weight to the upper confidence bound.

It is known that for an isolated multi-armed bandit, the UCB1 selection strategy always converges to selecting the arm with optimal distribution exponentially more often than any sub-optimal arm [3]. Kocsis and Szepesvári [11] have shown that this property still holds in a Monte Carlo Search Tree using the UCB1 policy as the selection rule for each node of the search tree. As a result, the convergence of the UCT algorithm guarantees that the selection policy has converged to always choosing the optimal path in the search tree (which can then be traversed to retrieve the optimal solution).

We note that in the worst case, UCT may take exponential time to converge to the true optimum [6] and that in many cases the algorithm will timeout before this occurs. Empirical validation and parameter tuning is thus an essential part of any successful application of UCT.

3 Experimental Results and Ongoing Work

We implemented UCT for single-stage stochastic decision problems in C++ and applied it to the problem of conserving the Red-Cockaded Woodpecker (RCW), an endangered species with populations on the East Coast of the United States [7]. For lack of space, we refer the reader to recent work [1, 13] for details on the RCW problem. In short, the RCW can only survive in land territories (grouped into parcels for purchase) that The Conservation Fund purchases and maintains as reserves. The goal of The Conservation Fund, operating with a fixed budget, is to maximize RCW population over a large time horizon (~100 years).

Sheldon et al. [13] used a patch model that, given an initial RCW population on a geographic map of territories, predicts which territories become colonized by the RCW over time. The properties of this model allow for the pre-computation of idealized simulations which can then be transformed, given a set of purchased parcels, into a simulation under the real-life reserve constraints (i.e., taking into account which territories are actually bought and preserved). This transformation can be succinctly encoded within a MIP framework, a property that is used by Sheldon et al. to apply the Sample Average Approximation (SAA) method [10] to obtain stochastic upper and lower bounds on the true optimum value of the problem. The SAA method here works by repeatedly solving MIPs formed from a finite (typically 10-20) sample of simulations, which each MIP optimizes for maximizing the expected RCW population over the sampled simulations. The average objective over all MIPs provides a stochastic upper bound on the true optimum, and the independent evaluation of the MIP solution that scores best on a small test set provides a stochastic lower bound [10]. We note that for many other applications, simulations do not have natural succinct encodings as MIPs or larger sample sizes are required, and thus an SAA method employing MIPs would not be practical.

The SAA method employing MIPs (SAA-MIP) as applied in [1] solves 100 MIPs each formed from 10
Table 1: Evaluation and runtime statistics across various budgets.

<table>
<thead>
<tr>
<th>Budget</th>
<th>SAA-MIP UB</th>
<th>SAA-MIP LB</th>
<th>Mean SAA-MIP RT (s)</th>
<th>Best SAA-UCT Quality</th>
<th>Mean SAA-UCT RT (s)</th>
</tr>
</thead>
<tbody>
<tr>
<td>0.5</td>
<td>51.284</td>
<td>49.387</td>
<td>16.97</td>
<td>47.454</td>
<td>260.11</td>
</tr>
<tr>
<td>0.10</td>
<td>67.779</td>
<td>64.998</td>
<td>17.84</td>
<td>64.339</td>
<td>335.28</td>
</tr>
<tr>
<td>0.15</td>
<td>76.467</td>
<td>73.031</td>
<td>10.50</td>
<td>73.282</td>
<td>375.27</td>
</tr>
</tbody>
</table>

simulations of RCW distribution over 20 years on a small map representing a region of North Carolina. To compare UCT to this method, we used UCT in an SAA procedure (SAA-UCT) that uses the results of 100 UCT runs, each optimizing over a finite set of 10 simulations (and using a constant $C_p = 1$). Each run for SAA-UCT was given 100,000 iterations before the best solution found was taken. We note SAA-UCT does not provide the same stochastic bounds as SAA-MIP, since UCT provides an approximate solution over each finite set of samples. The 100 solutions found by both methods are evaluated on a test set of 100 simulations; the solution with best test-score is then evaluated on an additional 1000 simulations.

Table 1 compares stochastic bounds on the optimum found by SAA-MIP with the quality of the solution with the best test score from SAA-UCT. We also provide the mean runtimes for performing one iteration for each SAA procedure (either one run of UCT or solving one MIP). The solutions are for problems given an increasing proportion of the total cost of all parcels as the budget. The results show that the solution with best test score found by SAA-UCT has an evaluated quality close to, or better than, the lower bound found by SAA-MIP. Since the bounds found by SAA-MIP are close, this indicates that SAA-UCT finds approximate solutions close to the true optimum. This shows that UCT can provide good results on optimization problems with uncertainty that lie outside the game-playing context typically associated with UCT.

SAA-UCT is, however, slower than SAA-MIP and we are working on improving the runtime. For example, tuning the exploration-exploitation parameter $C_p$ can have a drastic impact on performance [8]. Observing that our search-space is in fact a directed-acyclic graph, modifications to UCT can be made to take advantage of this structure [5]. The eventual goal is to expand UCT to a multi-stage optimization setting and optimization involving more complex simulations from the sustainability field. The performance of UCT, as demonstrated both here and for game-playing, indicate that UCT could be successful in finding solutions to such extremely challenging problems.
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