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an agent that has to act on his knowledge has to be able to compute this knowledge; we do need to
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1 Introduction

Representing knowledge in terms of possible-world semantics has proved quite useful. One im-
portant application has been to analyzing complex multi-agent systems. In [FHMV95], a formal
model of knowledge in multi-agent systems is proposed (which, in turn, is based on earlier models
that appeared in [CM86, HF89, HM90, PR85, RK86]). This model of knowledge satisfies the
axioms of S5. In particular, it suffers from what has been called the logical omniscience problem
[Hin75]: agents know all tautologies, and know all the logical consequences of their knowledge.
This was not viewed as a problem in the context of those papers, since knowledge is viewed as
being ascribed by the system designer to the agents. Agents are not assumed to compute their
knowledge in any way, nor is it assumed that they can necessarily answer questions based on their
knowledge. Despite the fact that no notion of computation is involved, there are many examples
to show that this notion of knowledge is useful when analyzing distributed systems [Hal87, Hal93].

Nevertheless, in many applications that we are interested in, agents need to act on their
knowledge. In such applications, an externally ascribed notion of knowledge is insufficient: clearly
an agent can base his action only on what he explicitly knows. Furthermore, an agent that has to
act on his knowledge has to be able to compute this knowledge; we do need to take into account
the algorithms available to the agent, as well as the “effort” required to compute knowledge.
Computing knowledge demands that the agents have access to appropriate algorithms and to the
computational resources required by these algorithms. In this paper, we show how the formal
model proposed in [FHMV95] can be modified in a natural way to take the computational aspects
of knowledge into account.

In the model of [FHMV95], each of the agents is assumed to be in some local state, which
encapsulates all the information to which the agent has access. To take computation into account,
we now assume that the agent has an algorithm to compute his knowledge, and that this algorithm
is included in his local state. This simple, yet powerful, idea lets us model many situations in a
natural way. For example, as we shall see, it lets us capture the distinction between “knowing
how” and “knowing that”. It also lets us capture the difference, for example, between an expert
and a novice blackjack player: even when both have the same information, they use very different
algorithms to compute their knowledge.

As expected, a model that takes computation into account does not suffer from the logical
omniscience problem. Indeed, the solution we propose here is closely related to a solution proposed
in [FH88| for dealing with the logical omniscience problem, namely, to include an awareness
function. And, just like that solution, it has a syntactic component.

There have been a number of other papers that were concerned with the problem of computing
knowledge. One of the first works in the AT literature relating knowledge and resource-bounded
computation is that of Konolige [Kon86]. Under reasonable assumptions, Konolige’s approach can
be embedded in ours. The treatment of resource-bounded knowledge suggested by Moses [Mos88],
and its extensions by Halpern, Moses and Tuttle [HMT88] to treat aspects of interactive proofs
and zero knowledge proofs [GMR89], can be viewed as precursors of this work. Although our
model is significantly different, it is in the spirit of [Mos88, HMT88]. There have also been
many attempts in the game-theoretical literature to model resource-bounded agents, e.g., [Meg89,
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is much different from any proposed in this literature.

2 Knowledge in multi-agent systems

We briefly review the framework of [FHMV95] for modeling multi-agent systems. We assume that
at each point in time, each agent is in some local state. Informally, this local state encodes the
information the agent has observed thus far. In addition, there is also an environment state, that
keeps track of everything relevant to the system not recorded in the agents’ states. The way we
split up the system into agents and environment depends on the system being analyzed.

A global state is a sequence (s, S1,...,8,) consisting of the environment state s. and the local
state s; of each agent 7. A run of the system is a function from time (which, for ease of exposition,
we assume ranges over the natural numbers) to global states. Thus, if r is a run, then r(0),r(1),. ..
is a sequence of global states that, roughly speaking, is a complete description of what happens
over time in one possible execution of the system. We take a system to consist of a set of runs.
Intuitively, these runs describe all the possible sequences of events that could occur in a system.

Given a system R, we refer to a pair (r,m) consisting of a run r € R and a time m as a point.
If r(m) = (Se,81,...,8,), we define r;(m) = s;, for ¢ = 1,...,n; thus, r;(m) is process ¢’s local
state at the point (r,m). We say two points (r,m) and (', m’) are indistinguishable to agent ¢, and
write (r,m) ~; (r',m’), if ri(m) = ri(m’), i.e., if agent ¢ has the same local state at both points.
Finally, we define an interpreted system to be a pair (R, ) consisting of a system R together with
a mapping 7 that associates a truth assignment to the primitive propositions with each point.

An interpreted system can be viewed as a Kripke structure: the points are the possible worlds,
and ~; plays the role of the accessibility relation. We give semantics to knowledge formulas in
interpreted systems just as in Kripke structures: Given a point (r,m) in an interpreted system
T = (R, 7), we have (Z,r,m) = K;p if (Z,7",m') = ¢ for all points (', m’) such that (r',m’) ~;
(r,m). Notice that under this interpretation, an agent knows ¢ if ¢ is true at all the situations the
system could be in, given the agent’s current information (as encoded by his local state). Since
the ~; is an equivalence relation, knowledge in this framework satisfies the S5 axioms. We view
K; as describing implicit knowledge, in contrast to the notion of explicit, algorithmic knowledge
that we introduce in the next section.

The major application area of this framework has been in analyzing distributed protocols.
For a given distributed protocol, it is often relatively straightforward to construct the system
corresponding to the protocol. The local state of each process can typically be characterized by
a number of internal variables (which, for example, describe the messages thus far received and
the values of certain local variables), and there is a transition function that describes how the
system changes from one global state to another. (See [FHMV95] for a detailed discussion of the
modelling process, and for examples of its use.)

3 Algorithmic knowledge

Intuitively, we would like to say that the agent knows a fact ¢ if he can compute that he knows ¢.
As we mentioned in the introduction, we intend to model this by saying that the agent has an



algorithm for deciding if he knows ¢. To make this precise, we need to describe what it means for
an algorithm to decide if agent ¢ knows @, and also what it means for the agent to “have” such
an algorithm.

An agent’s knowledge clearly depends on his local state. Thus, we might expect that an
algorithm to decide if agent ¢ knows ¢ is one that, given as input a local state ¢ and a formula
@, returns either “Yes” or “No”, depending on whether agent ¢ knows . Note that a “No” is
not taken to mean that agent ¢ knows that ¢ is false, but that he does not know that it is true.
Determining the truth of all knowledge formulas at all points of the system may, however, be
beyond an agent’s computational abilities. In fact, one of the purposes of this approach is to come
to grips with this limitation of computational agents. We may be happy with an algorithm that
works in the prescribed manner only for certain formulas ¢, or only on a subset of the points of the
system. To deal with this, we allow an output of “?”, in addition to “Yes” and “No”; a “?” output
means that the agent is unable to compute whether he knows . Thus, we focus on algorithms
that take as input a local state and a formula, and return as answer either “Yes”, “No”, or “77.

What does it mean to say that agent ¢ “has” an algorithm for deciding ¢7 It is certainly not
enough to say that there is some algorithm for ¢ that gives the right answer on input ¢. At a
given point (r,m), either K;p holds or it does not. Consider two trivial algorithms: the first is an
algorithm that always says “Yes”, and the other is the algorithm that always says “No”. Clearly,
one of them gives the right answer about whether K;p holds at (r,m). Nevertheless, despite his
being able to execute both of these algorithms, we would not say that agent : “has” an algorithm
to compute whether he knows ¢ in this case, unless he knows which of the two algorithms to use
when asked about . Part of “having” an algorithm is knowing when to use it.

We deal with this problem by assuming that the algorithm that agent ¢ uses to compute his
knowledge at a point (r,m) is part of his local state at (r,m). Thus, agent ¢ “has” the algorithm
in his local state. We do not mean to imply that the agent necessarily has the same algorithm at
every point in the system. An agent may have a number of possible algorithms at his disposal,
and the one he uses may depend on the information he receives. Alternatively, the information he
receives may allow him to come up with a new algorithm.

Formally, we now model agent ¢’s local state as a pair (A, (), where A is an algorithm, and ¢
is the rest of his local state. We call A the agent’s local algorithm, and we call ¢ the agent’s local
data. An interpreted system in which local states have this form is called an algorithmic system.
When r;(m) = (A, (), we use alg,(r,m) to denote the algorithm A, and data;(r,m) to denote ¢’s
local data £. In local state (A, (), the agent computes whether he knows ¢ by applying the local
algorithm A to input (¢, ).

The separation between an agent’s local algorithm and his local data in algorithmic systems
allows us to distinguish the agent’s operational knowledge (“knowing how”) from his factual knowl-
edge about the world (“knowing that”). The operational knowledge is captured by the agent’s
local algorithm, while the factual knowledge is captured by his local data. Note that it is not
always obvious how to partition a local state into local algorithm and local data (just as it is not
always obvious how to partition a global state into local states). For example, as we discuss later,
a cryptographic key can be viewed either as local data or as part of the decryption procedure, and
therefore as part of the local algorithm. In general, there is more than one way to “cut the cake”;
the appropriate choice is application dependent.



Algorithmic systems can model both our earlier notion of implicit, externally ascribed knowl-
edge, and a notion of explicit knowledge that we call algorithmic knowledge. Implicit knowledge
is denoted, as before, by the modal operator K;, while algorithmic knowledge is denoted by the
modal operator X;, and is defined as follows:

(Z,r,m) E Xip iff A(p,0) = “Yes”, for A = alg,(r,m) and { = data;(r,m).

Thus, agent ¢ has algorithmic knowledge of ¢ at a given point if the agent’s algorithm at that
point outputs “Yes” when presented with ¢ and with the agent’s local data. (Note that both the
outputs “No” and “?” result in lack of algorithmic knowledge.) We say that a local algorithm
claims (that agent 7 knows) a formula ¢ at a given point if it outputs “Yes” when presented with ¢
and ¢’s local data at that point.

Notice that our definition makes clear that computing whether an agent knows ¢ has essentially
nothing to do with computing whether ¢ is valid. The fact that checking validity is PSPACE-
complete in multi-agent S5 [HM92] does not indicate that computing knowledge in any particular
situation will necessarily be hard. On the other hand, as we shall see, there is a connection between
computing knowledge and the model-checking problem, that is, the problem of checking whether
a formula is true at a particular point in the system [HV91].

While the definition of algorithmic knowledge draws a direct connection between an agent’s
explicit knowledge and the need to compute this knowledge, X;p as defined is a notion of belief.
An algorithm could very well claim that agent ¢ knows ¢ (i.e., output “Yes”) whenever it chooses
to, including at points where K;p does not hold. This is not so unreasonable in practice; agents
do make mistakes! The local algorithm of, say, a knowledge base (which we abbreviate as KB
from now on) may very well occasionally give the wrong answer. In such cases, the answer given
by the KB describes a belief, which may perhaps be modified as new information is added to the
knowledge base.

Although algorithms that make mistakes are common, we are often interested in local algo-
rithms that are correct. Formally, a local algorithm A is called sound for agent z in the system Z
if for all points (r,m) of 7 and formulas ¢, if alg,(r,m) = A and data;(r,m) = ¢, then (a)
A(p,0) = “Yes” implies (Z,r,m) = K;p, and (b) A(p,¢) = “No” implies (Z,r,m) = - K;p. It
follows that at a point where agent ¢ uses a sound local algorithm, X;o = K;¢ holds. Thus, if the
local algorithms used by agent ¢ in a given system 7 are sound, then X; satisfies the Knowledge
Axiom: T = X, = . Soundness of local algorithms is clearly a desirable property, since acting
based on knowledge is, in general, better than acting based on beliefs that may turn out to be
wrong.

In a precise sense, when X;¢ holds at a point where agent ¢ uses a sound local algorithm, it
is appropriate to say that ¢ is able to compute that he knows ¢. Soundness is a safety property;
it is a guarantee that wrong answers are not given. Notice that an algorithm does not have to be
very sophisticated in order to be sound. In fact, an algorithm that never outputs “Yes” and never
outputs “No” (i.e., it always outputs “?”) is clearly sound. We are often interested, in addition
to soundness, in a guarantee that the algorithm always yields a definite (“Yes” or “No”) answer.
This motivates the following definition. A local algorithm A is called complete for agent ¢ in the
system T if for all points (r,m) of 7 and all formulas ¢, if alg;(r,m) = A and data;(r,m) = ¢,



then A(p,l) € {“Yes”, “No”}. It follows that at a point where agent ¢ uses a sound and complete
local algorithm, X;¢ < K, holds.

For many applications of interest, completeness is too strong a requirement. In [FHMV95], we
introduce a notion of knowledge-based programs, in which there are explicit tests for knowledge, in
order to help us explicitly capture the connection between knowledge and action. Such programs
can contain statements of the form “if asked ‘does ¢ hold?’ and K;p do say Yes'”. (Knowledge-
based programs are related in spirit to the knowledge-based protocols of [HF89], and to the notion
of agent-oriented programming introduced by Shoham [Sho93].) Such a program contains only
a finite number of knowledge tests. Thus, in order to implement such a program, we need an
algorithm that is complete only with respect to the tests in the program. Moreover, the algorithm
need not be able to compute the outcome of each test at every point; it suffices to be able to
compute the outcome only at the local states where the test is encountered. This leads us to the
following weakening of the completeness requirement. Given a set ¥ of formulas and a set L of
local data for 7 in an algorithmic system 7, a local algorithm A is complete with respect to (¥, L)
if for all points (r,m) in Z such that data;(r,m) € L and all formulas ¢ € U, it is the case that
A(y,data;(r,m)) € {“Yes”, “No”}. Thus, on the formulas and local data of interest, a complete
algorithm always gives a definite answer. (A restricted version of soundness can be defined in an
analogous manner.)

The soundness of an agent’s local algorithm is related to the agent’s rationality. A rational
agent would not want to act based on incorrect information. Similarly, the completeness of agent’s
local algorithm is related to the agent’s expertise. Intuitively, the less often an agent’s local
algorithm gives the answer “?”, the more expert the agent is. Notice that if an agent has a sound
algorithm for computing whether he knows ¢ at a particular local state, then he essentially has
an algorithm for checking if K;p holds at a point where he is in that local state; thus, he can do
a limited form of model checking.

There is a subtlety in using the algorithmic framework to model the limited abilities of resource-
bounded agents that has to do with the notion of time. We often classify computational complexity
by analyzing the time requirement of the computation, e.g., polynomial time. Recall that a run is a
function from time to global states. But what is the relationship between the notion of time when
we speak of polynomial-time algorithms and the notion of time modeled explicitly in multi-agent
systems? Our semantics for algorithmic knowledge suggests that the local algorithms always yield
their result in one round regardless of their time complexity.

The reason for this apparent inconsistency is that we really have two notions of time in mind.
Time in runs serves as a convenient way to partition the system behavior into rounds, where a
round is a basic unit of activity. For example, in multi-agent systems that model communication
in distributed systems, it is often convenient to take a round to be sufficiently long for a process to
send a message to all other processes. Generally, our choice of the granularity of time is motivated
by convenience of modeling, and time should not be thought of as “real time”.

When we speak of time in the context of (polynomial-time) computations, we are not speaking
of “real time” either. Rather, the notion of time in complexity is meant to measure the number
of machine instructions performed by a computational device. In general, the precise relationship
between the two notions of time is also application dependent. In modeling communication in
distributed systems, a machine instruction could be “transmit one bit” and a round could include



up to some polynomial number of such instructions. Thus, when we model an algorithmic system,
the local algorithms have to be such that they can be run in one round. If one wishes to model
algorithms with longer running time, then these algorithms should be split up among successive
states.

As a consequence, our framework is more general than the step-logics considered by Elgot-
Drapkin and Perlis [Elg91, EP90]. They essentially try to model the reasoning of agents over
time; at each time step, the agent can carry out one step of reasoning. This can be viewed as
a special case of our framework: We take the agent’s local state to consist of a set of formulas
(intuitively, those that it has deduced thus far). At each step, this set would be augmented by
whatever new formulas are deduced. If we only allow one inference at each step, only one formula
can be added at each step. The agent’s local algorithm is now quite trivial: The agent explicitly
knows ¢ only if it is one of the formulas that has been deduced thus far.

We close this section with a brief discussion of the properties of algorithmic knowledge, and its
relationship to awareness. First of all, it is easy to see that algorithmic knowledge does not suffer
from logical omniscience. There is no need for an agent to algorithmically know any tautologies,
nor to know the logical consequences of his algorithmic knowledge. Indeed, if we put no constraints
on the algorithms, there are no interesting properties of algorithmic knowledge in and of itself.

There is an important connection, however, between algorithmic knowledge and implicit knowl-
edge. Recall that an agent’s local algorithm is considered part of its local state. Moreover, the
local algorithm operates only on the local data, which is also a component of the agent’s local
state. Thus, the agent’s algorithmic knowledge depends only on its local state. As a result, an
agent (implicitly) knows whether or not he has algorithmic knowledge. Thus, X;¢ = K;X;¢ and
- X;p = K;=X;p are both valid in algorithmic systems.

As we already observed, X;p = ¢ holds at all points agent ¢’s local algorithm is sound, as does
Xip = K,p, and K;po & X, holds at all points where 2’s local algorithm sound and complete.
This means that at points where 2’s local algorithm is sound and complete, the properties of
algorithmic knowledge and implicit knowledge coincide.

The behavior of a local algorithm clearly may depend on the syntax of ¢, just as the notion
of awareness in [FH88]. In fact, as we mentioned in the introduction, algorithmic knowledge is
also closely related to the logic of awareness. In this logic, a new modal operator A; is introduced,
where A;p can be read as “agent 7 is aware of ¢”. At every state, there is some (arbitrary) set of
formulas that the agent is aware of. In the context of algorithmic knowledge, we can say that agent
i is aware of ¢, denoted (Z,r,m) |= A;p, in local state r;(m) = (&,0), if A(¢, () € {“Yes”, “No” }.
If alg;(r,m) is a sound algorithm, then we have that (Z,r,m) = X;o & K;p A Ajp. This is, in
fact, the definition of explicit knowledge given in [FH88].

4 Examples

A framework is useful only if it can capture a wide variety of problems in a natural way. As we
now show by example, algorithmic knowledge can indeed capture many situations of interest in
which agents need to compute their knowledge.

Sophisticated vs. naive players: Consider the card game of blackjack. In this game, players of



different skills vary in both their local data and local algorithms. The local data of a naive player
often comprises just the information about the cards in his hand and the exposed cards on the
table. Such a player would typically also use a rather simple local algorithm to decide whether or
not to draw more cards. The local data of a more sophisticated player may also include information
about cards that were exposed in previous rounds of the game (a practice called “card counting”).
Such a player would typically also have a more sophisticated local algorithm at his disposal. It is
well known that while the odds are against a naive player of blackjack, they favor a sufficiently
sophisticated card counter [Tho61, Tho66]. Thus, a sophisticated player gets an advantage both
from having more detailed local data and from using a more sophisticated local algorithm.

The example above can be extended to dealing with trading activity in financial markets such
as the stock and futures market. Traders vary in both the raw information available to them
(the local data) as well as the way they interpret this information (the local algorithm). Traders
gain advantage by getting more information (perhaps even “inside information”) and by using
more sophisticated algorithms for estimating, for example, what the future value of a stock or
commodity is likely to be.

Konolige’s framework: Consider the reasoning systems discussed by Konolige [Kon86]. There
an agent is assumed to have a base set B of formulas, and a formal system R of inference rules.
Intuitively, the agent knows ¢ if she can deduce @ from her base formulas using her inference rules.
When the base set B is finite and the formal system is decidable, there is an algorithm that can tell
whether ¢ can be deduced from B using R. This case can be captured in our framework by having
the base set of formulas be part of the agent’s local data, while the formal system characterizes her
local algorithm. We remark that we cannot deal with an undecidable system, although Konolige’s
framework would allow it, provided that it is axiomatizable. The reason is that we insisted that
local algorithms be terminating (although they may return “?”). If we had allowed nonterminating
algorithms, then we would have been able to deal with Konolige’s framework in its full generality.

Levesque’s logic of explicit belief: Levesque introduced a notion of explicit belief , captured
by a modal operator B, in [Lev84], with the property that the validity of formulas of the form
Bk = By, for £ and ¢ propositional formulas in conjunctive normal form (CNF) can be decided
in polynomial time. Moreover, he proved that if Bx = By is valid with respect to his semantics
for explicit belief, then k = ¢ is a propositional tautology. As discussed in [FHMV95, HV91],
KBs can be easily modeled in the framework of multi-agent systems. Now suppose that the KB
is told only propositional formulas, so that its local state can be represented by a propositional
formula k describing what it has been told. When asked a query ¢, we would like the KB to
answer “Yes” exactly if kK = ¢ is valid. Unfortunately, this is too much to expect from a KB, since
testing propositional validity is co-NP-complete. Levesque suggested that by using his approach,
we can at least get correct answers, with a comprehensible semantics.

We can recast this in terms of algorithmic knowledge. When asked a query ¢ in state &, for
k and ¢ in CNF, the KB’s local algorithm is to test whether Bk = By is valid under Levesque’s
semantics. If it is, the algorithm outputs “Yes”, otherwise it outputs “?”7. Thus, the KB has
algorithmic knowledge of ¢ if its local state is & iff Bk = By is valid. By Levesque’s results, this
algorithm is sound for propositional formulas in CNF, and runs in polynomial time; however, it is
not complete, even for formulas in CNF.



Cryptography: Another application that fits the framework of algorithmic systems well is
modern-day cryptography. A popular approach in cryptography these days is to use compu-
tational difficulty to guarantee the security of encryption, via public-key cryptography (see, for
example, [RSAT8]). Messages are encrypted by applying a publicized function to the original text
of the message. These functions are chosen in such a way that decrypting an encrypted message
is easy for an agent who possesses a secret key (such as the factorization of a particular large
number), while an agent with no access to such a key would have to use a great deal of computing
power to decrypt the message. Thus, while all of the information about the original content of
the message is encoded in the encrypted message, the content is inaccessible without the secret
key. Suppose that ¢ possesses the secret key, while 57 does not. Agent ¢ then has at his disposal an
efficient decryption algorithm, and hence will explicitly know the content of encrypted messages he
receives. Agent j, not possessing the secret, will not explicitly know the content of such encrypted
messages. On the other hand, j would have implicit knowledge of the content of each message
he receives, although it would probably be of no practical use to him. This example points out
another feature of our framework. Notice that the main source of :’s uncertainty regarding j is not
what j knows: ¢ knows that j knows the encrypted message and does not know the secret. (Actu-
ally, the latter is probably belief rather than knowledge, but that is not the issue here.) Rather,
it 1s uncertainty regarding j’s algorithm. Such uncertainty is precisely the type of uncertainty
we need to model in cryptographic settings, where the question of whether an opponent has an
algorithm allowing him to break a code is crucial.

As we mentioned earlier, in [HMT88] a framework much in the spirit of the one presented here is
used to analyze some aspects of cryptography, namely the work on zero-knowledge protocols. The
framework of [HMT88] includes probability as well as knowledge. It would be straightforward to
add probability to the framework discussed here, along the lines of what is done in [HMT88, HT93].
Once that is done, we can recast the analysis of zero-knowledge protocols done in [HMTS88] in the
framework of algorithmic knowledge.

Algorithmic programs: We mentioned above that knowledge-based programs can be used to
describe the relationship between knowledge and action. Intuitively, knowledge-based programs
prescribe what actions the agents should take as a function of their local state and their knowl-
edge. In knowledge-based programs, however, an agent’s actions depend on the agent’s implicit
knowledge. As a result, knowledge-based programs are not directly “runnable”. We need a way
of computing the agent’s knowledge of the specific facts that appear in the program in order to be
able to execute such a program. The concept of algorithmic knowledge suggests a solution to the
“non-runnability” of knowledge-based programs; we can consider programs that prescribe what
actions the agents should take as a function of their local state and their algorithmic knowledge.
We call such programs algorithmic programs. The formal syntax and semantics of algorithmic
programs will be described in [FHMV95]. In [FHMV95] we also provide conditions on when we
can go from knowledge-based programs—which are often easier for the designer to think about—to
algorithmic programs with tests for explicit knowledge, which are necessary for implementation.

In many applications, algorithmic programs capture our intuition of “action based on knowl-
edge” better than knowledge-based programs. Designers of distributed programs often say things
like: “once A knows B has received the message p, then A will stop sending p to B”. Quite



often, however, these designers are not necessarily referring to implicit knowledge. A program
based on such an intuition will typically involve having B send A an acknowledgement when B
receives p, and having A stop sending p once it receives such an acknowledgement. It may happen
that before receiving this acknowledgement, A already has enough information to infer that B has
received i, e.g., A received a message from a third agent C' that could not have been sent unless B
had already received p. In practice, A would usually not try to detect such knowledge (unless
stopping to send p as early as possible is absolutely essential); rather, it would continue to send g
until the particular test for the acknowledgement succeeds. We may conclude that the reference
to knowledge in the designers’ intuition above does not quite refer to implicit knowledge. Rather,
it can be thought of as assuming that there are particular tests on which the knowledge is based.
Clearly, these tests give rise to local algorithms for the processes to use in testing for knowledge
about the relevant facts of interest. Thus, what the designers often have in mind is an algorithmic
notion of knowledge rather than an information-based one, which is exactly what the notion of
algorithmic programs is intended to capture.

This discussion suggests that reasoning about implicit knowledge will not suffice in the analysis
of many complex algorithms; reasoning in terms of algorithmic knowledge may be necessary as
well. One example where algorithmic knowledge has been found to be useful is in the design and
description of protocols for Byzantine agreement [BGP89]. Although the notion of algorithmic
knowledge was not explicitly used in [BGP89], the reasoning done there can be embedded directly
in our framework.

5 Conclusions

We have presented a conceptually simple, yet quite powerful, framework in which computational
properties of knowledge can be captured. We have shown that this framework enables us to model
in a natural manner many applications where such computational properties are important.

Implicit knowledge has been shown to be an important tool for analyzing multi-agent systems.
One of the advantages of implicit knowledge is that its simple semantics in terms of Kripke
structures makes it easy to analyze. We believe that our simple model for algorithmic knowledge
will be a useful tool for finer analysis of the connection between knowledge and action.
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