Computer Science and the Liberal Arts Student

As we edge into the "computer age" there is a new and important question confronting college educators: What should the liberally educated student know about computer science? Interest in this question is growing in the liberal arts setting as word gets around that nonexperts are successfully using the computer to solve diverse problems in the humanities, arts, and social sciences. Many colleges now offer "computer appreciation" courses for nontechnical students which involve a little computer usage to be "practical," a little coverage of computer applications to be "relevant," and a little discussion of the computer's societal impact to be "humanistic." By touching all bases in this way it is assumed that significant contributions can be made to the student's general education.

Nevertheless, there is room for improvement. The computer science education of liberal arts students appears to have a superficial quality when compared to the instruction that these same students receive in the more classical sciences. In particular, the computer appreciation course is more often a course about how the computer is used than a genuine course in computer science itself. Part of the problem is that the success of computer science as a practical discipline has discouraged interest in the subject as an agent of liberal education; it is easier to demonstrate that the computer is a "useful tool" than it is to demonstrate that the student's intellectual life is as enriched by studying computer science as it is by studying literature, art, and physics. Although the practical value of computer science in-
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STRUCTION should not be underplayed, it makes more sense in the
liberal arts environment for computer scientists to promote and
teach their subject in a way that is more in harmony with the aims
of liberal education. The object of this article is to suggest how
this can be accomplished.

To teach computer science in a liberal arts college, it is
necessary to keep in mind two problems. First, there is the prob-
lem of “computer anxiety,” an affliction that is similar in both
cause and effect to the much studied phenomena of “math anxie-
ity.” Victims of computer anxiety have a feeling of uneasy in-
competence in all matters that concern the computer. They cope
by trying to avoid those activities which involve the computer,
even if it jeopardizes their educational and employment pros-
pects. Convincing the computer-anxious student to take a com-
puter science course is a major undertaking.

The second problem is a problem of time. Unlike the technical
student, the liberal arts student usually has a schedule that can
accommodate, at most, one computer course. Consequently, the
objectives of computer science instruction for liberal arts
students should be attainable in a single course if at all possible.

Bearing these two constraints in mind, let us begin our probe
into the original question, “What should a liberally educated stu-
dent know about computer science?”

Literacy and Computer Literacy

It has become fashionable to use the term “computer literacy”
when the subject of competency in computer matters is dis-
cussed. The term invites a comparison with “ordinary” literacy
because the computer, like the inventions of writing and the
printing press, is radically changing the way information is ac-
cessed and transmitted. Those who fail to understand the com-
puter as a medium for expression will be disadvantaged in the
same way as those who cannot read or write. Moreover, if society
as a whole is illiterate about the computer, then it must let the
process of computerization be largely determined by technical
specialists, an unhealthy situation. Our society is in need of
liberally educated people who can also express themselves with
clarity and precision on issues concerning the computer.

However, it is important to stress in the liberal arts setting that
computer literacy is much more than a deterrent against com-
puter misuse; it is a state of knowledge that can have deep intel-
lectual significance for the individual. Consider once again the
literacy metaphor:

After reading material became available...the most
profound changes were brought about in the liter-
ate. They did not necessarily become better people
or better members of society, but they came to
view the world in a way quite different from the way
they had viewed it before, with consequences that
were difficult to predict or control.²

If the analogy holds, what are the “profound changes” that com-
puter literacy might induce? To answer this question it is profit-
able to consider first the more general notion of scientific
literacy.

Scientific Literacy

Many authors have written about the value of a general sci-
tific knowledge for the layperson. There seem to be two ways to
argue for the importance of having a scientifically literate society:
one is practical, and the other is “appreciative.”

The nuclear accident at Three Mile Island underscores the
practical value of scientific literacy. Writing in The New York
Times, Malcolm Browne reiterated the sorry and disturbing fact
that “most Americans, including many government leaders, polit-
icians, and newsgatherers, lacked the basic scientific insight to
make an intelligent assessment of what was happening.”³ In this
incident, near-panic and ineffectual, irrational leadership were
the consequences of scientific illiteracy.

In general, a practical scientific literacy is increasingly
necessary for the day-to-day running of our lives. But for a liber-
ally educated person this means more than a knowledge of sci-
tific “facts”; it means a knowledge of how scientists think. As
Woody writes,

... probably the most general of all values that a
liberal education should afford is an acquaintance
with the scientific method and enough experience
of it to be a judge of its use in the hands of others.⁴

Thus, the practical importance of scientific literacy is that it
makes the individual an “intelligent consumer” of science and
technology.

There is an equally valuable “appreciative” dimension to sci-
tific literacy which is based upon the idea that science is a very
human enterprise. A citizen’s knowledge of the triumphs and
tragedies of science makes the individual skeptical of those who
pretend to have absolute knowledge. This is the philosophy that
Bronowski articulates in his now classic book, The Ascent of
Man. Bronowski’s main contention is that intellectual tolerance
is established with an appreciation of science. Perhaps better
than any other discipline, science delineates what we know and
what we do not know, because

... we are always at the brink of the known, we
always feel forward for what is to be hoped. Every
judgment in science stands on the edge of error, and is personal. Science is a tribute to what we know although we are fallible.\(^5\)

The importance of scientific literacy from the appreciative point of view is that it reminds us that no one person or school of thought can have a monopoly on truth—an attitude of open-mindedness consistent with the aims of liberal education.

**Practical Value**

Like scientific literacy, computer literacy has both a practical and an appreciative value. The second of these will be discussed later. What constitutes the practical value of computer literacy is best motivated by an analogy to the automobile, another complicated machine that can be operated by the layperson in "black box" fashion. The automobile driver who has some knowledge of cars is less likely to be fleeced at the repair shop and more likely to avoid trouble on the road than the driver who is ignorant about the workings beneath the hood. A similar comment applies to the layperson who uses the computer either directly or indirectly. Indeed, an individual is subject to "digital fleecing" unless he or she knows:

(a) the difference between a computer error and a programmer error,
(b) enough computer jargon to make dialogue with a computer specialist a reasonable possibility,
(c) the approximate level of precision and detail required to write a computer program, and
(d) how to assess the legitimacy of a computer based study.

These four tenets of practical computer literacy may be regarded as guidelines for anyone wishing to become an intelligent consumer of what the computer has to offer. Because the computer is increasingly used in all academic disciplines, the last two tenets have a special significance for the liberal arts student. In particular, "c" suggests that the student have a feel for the complexities of computerization. As Mosmann says:

They need to know what is possible. They need some gross understanding of the kind of things that are easy and the kind that are very difficult, and how to tell them apart. They need an understanding of what "complexity" means when applied to machine based processes. Unless they know what is possible, they will not even be able to think of things they may want to use computers for.\(^6\)
Moreover, with so many existing computer applications in liberal arts areas, it would be disastrous for the student to have the typical person’s reverence for computer output ("It must be right, it came out of an electronic computer"). The intention of the last tenet is simply to encourage in the student a scholar’s skepticism—not paranoia—for results that have been obtained with the computer.

The importance of practical computer literacy to liberal education is nicely summarized by paraphrasing an earlier quote:

A liberal education should include enough experience with the computer so that the individual becomes a good judge of its use in the hands of others.

Our next concern is to ascertain the form of experience that best facilitates the reaching of this goal.

Approaches and Shortcomings

Dartmouth College, with its 300 computer terminals servicing 4000 undergraduates, is one of the leading advocates of computer usage in liberal education. According to the chief architects of the Dartmouth system, Thomas Kurtz and the current president of the college, John Kemeny, the use of the computer among students is important because

An institution like Dartmouth College that trains many of the leaders of the nation in business, in government, and in research, has an obligation to make sure that our liberal arts graduates understand one of the most significant factors that will influence their lives.  

The idea behind the Dartmouth system is simple: encourage computer use by making the computer easy to use. Since 90 percent of the students at Dartmouth graduate with some form of computing experience, this appears to be a successful philosophy.

It is reasonable to extrapolate from this success and conclude that society will overcome its computer anxiety as cheap, easy-to-use computing equipment becomes more prevalent. This point is well argued by Sagan who maintains that the “adjustment to intelligent machines is, in part, a matter of acclimatization.”  

As a result of the proliferation of computer technology,

...we have a generation of youngsters who are growing up with pocket computers, machine languages, computer graphics, electronic music,
automated instruction, and computer games. They are unlikely to find anything alien about machine intelligence. In any case, there is some reason to believe that in a few years liberal arts students will be arriving on campus with hardly a trace of computer anxiety and with considerable computing experience to boot.

However, we must not confuse the overcoming of computer anxiety with the attainment of computer literacy. The situation is analogous to the process of learning how to read. Placing books in a baby’s playpen may encourage a familiarity with printed matter, but reading skills must still be taught. Equivalently, the mere exposure to computing equipment does not automatically make a person computer literate if that term implies, as it should for liberal arts students, an ability to read and write perceptively about computer matters. Some type of instruction is required.

One possibility is the “computers and society” course in which the sociological implications of the computer are stressed. These are valuable courses, and a great deal has been written about their content and administration. However, in assessing their value, it is important to bear in mind a remark made by Kemeny about “science and society” courses in general. He argues that they are “a good kind of humanities course, but [they are] almost more important for the scientist than the nonscientist.” The problem is that a “science and society” course requires some knowledge about the science in question to be appreciated fully. As a consequence, “computers and society” courses are less than ideal for those liberal arts students who have no knowledge about computer science.

A far more serious complaint against such courses is that they are frequently used as a substitute for bona fide computer science instruction, a circumstance that diminishes the student’s liberal education. This point is stressed by Rosovsky, dean of the Harvard Faculty and a prime mover of that university’s new policy on core curriculum. In an interview in The New Yorker, Rosovsky complains that at Harvard, “too many science courses were about science instead of being basic science.” Liberal education cannot be based upon vicarious experience; engaging in science, even in a limited way, is the only means whereby the nonscientist can gain what Rosovsky calls an “intellectual sympathy” for the scientist. This is central to the appreciative value of scientific literacy discussed earlier.

From these remarks we conclude that, for a computer science course to have full liberal education value, it must compel the student to engage in the same type of thinking that the computer scientist engages in, and it should do this by confronting the student with a representative class of elementary problems taken
from the field. In order to be more specific, it is necessary to have a clear understanding about what constitutes computer science.

The Study of Algorithms

There are many ways to describe the multi-faceted field of computer science.14, 15 However, to highlight the role that the subject can play in liberal education, it is useful to characterize it as the study of algorithms. "An algorithm is a precisely defined sequence of rules telling how to produce specified output information from given input information in a finite number of steps."16 We are all familiar with the algorithm for long division that produces a quotient and remainder (the output) from the dividend and divisor (the input). In fact, the word "algorithm" is a corruption of "al-Khowarizmi," the name of a ninth century Persian who wrote a book about certain methods for performing arithmetic.17

The notion of an algorithm is not so alien to everyday life as some would believe. For example, a recipe for pumpkin pie can be regarded as an algorithm telling how to go from the ingredients (the "inputs") to the finished pie (the "output"). Likewise, a book about etiquette may be thought of as a collection of algorithms each of which is designed to produce a specified "output behavior." Computer scientists are primarily interested in those algorithms whose individual instructions are so elementary that they can be executed by a machine. Nevertheless, I am reminded of an article by a computer scientist who studied cooking recipes in search of what makes an algorithm readable.18

Specialists in any field, computer science included, are often skeptical of one-line characterizations of their specialty such as the one offered above. "After all," they argue, "what we do is too complicated and too diverse to admit a simple description." While I am sympathetic to the difficulties involved, it is important to distinguish between trying to settle an in-house argument about whose research niche is most important and trying to give a clear view of a subject to the outside world. In the case of computer science this is particularly important because all too often it is portrayed as a purely technical subject whose sole mission is the inculcation of programming skills. As we shall see, by emphasizing algorithms and "algorithmic thinking" rather than computers and particular programming skills, a rich, appreciative dimension to computer literacy is made possible.

The Appreciative Value

Beyond helping the student acquire a practical computer literacy as described earlier, the primary objective of computer science instruction in the liberal arts setting is to give the student a quality exposure to algorithmic thinking. By "algorithmic thinking" I mean the mental activity required to express the solu-
tion to a complicated problem in the form of an algorithm. Usually this means an algorithm that can be executed by a computer, i.e., a computer program. As pointed out by Levien and Mosmann, acquaintance with this type of thinking is an important component of liberal education because computer programs are a new and major way that man has to express what he knows.19

Equally important, however, computer programs are a new and major way that man has to discover what he does not know, and therein lies the appreciative value of computer literacy. Algorithmic thinking does not always culminate in a completely successful computer program. However, even when this occurs it is a valuable intellectual exercise, because the act of making implicit thoughts explicit during the programming process is likely to reveal inconsistencies in our logic and unforeseen difficulties associated with the problem at hand. What Bronowski says about science can also be said about the computer—it provides a setting where the boundaries of our knowledge are brought into sharp focus. This is because, when we convey what we know to the computer, we are usually required to be painfully detailed and precise.

In science this phenomena has had a well known effect. When a scientist expresses a theory in the form of a computer program, its weaknesses and strengths are exposed, and the execution of the program may very well suggest further experiments and model refinements. It is this role of the computer as a "suggestive aid" to human reason rather than its supplanting role as a "number cruncher" that makes the study of computer power in science inseparable from a study of our own mental capacities.

The computer can similarly complement the human intellect in nonscientific areas. Moreover, the existence of machines that display limited aspects of learning, intelligence, and creativity adds a new twist to the age old question, "What makes human beings so unique?" Perhaps the overriding aim of liberal education is to instill a lifelong interest in this question and to acquaint the student with the various types of thinking that can be applied to answer it. If we accept this, then appreciations of literary thinking, religious thinking, artistic thinking, scientific thinking, and even algorithmic thinking are each to be valued for the complementary insights that they provide.

Form and Content

Having argued that computer science can contribute to the student’s liberal education, I now feel obliged to give some concrete suggestions as to how this might be accomplished. Recalling the assumption that the liberal arts student has time for at most one computer course, I will describe the structure of a single introductory course which I will nickname "CS for Poets." It will not be possible to go into much detail because many final syllabus decisions depend upon local factors such as student
background, faculty competence, alternative course offerings, and computing facilities.

To many nontechnically inclined students, algorithmic thinking, however important, is just too boring and alien to consider in depth. ("I can't think like a computer and I don't want to learn.") In order to attract students with attitudes of this sort, it is important that "CS for Poets" project the image of an appreciation course rather than a course for potential specialists. In music appreciation, for example, the aim is not to produce musicians but

...to remove the prejudices and biases against serious music and to help students become sensitive to the less obvious qualities of music which only training can bring into awareness...If education communicates the more refined portions of musical culture to one who would not be able to find them otherwise, then his power to control what happens to him musically and aesthetically becomes less a matter of accident.20

Similarly, the aim of "CS for Poets" is not to produce programmers but to help the student overcome his or her "prejudices and biases" against the computer. However, one of the best ways to accomplish this is to require the student to do as the natives do, i.e., program.

Indeed, a "CS for Poets" without computer programming, like a "Chem for Poets" without lab, can be criticized as a vicarious course about science. As the philosopher Whitehead said, "first hand knowledge is the ultimate basis of intellectual life."21 In computer science, computer programming is a primary way of gaining first hand knowledge.

My experience has been to peg the level of programming high enough so that the essence of algorithmic thinking is conveyed, but low enough so as not to swamp the student with details. At Cornell we use the "Poet's Subset" of the programming language PL/I.22 Other programming languages such as BASIC and FORTRAN can also be used with success. Regardless of the language chosen, it is imperative to remember that the teaching of saleable programming skills is not one of the aims of "CS for Poets." On the other hand, students who discover that they actually have an aptitude and liking for computer programming have that modicum of experience to take a rigorous introductory programming course with newfound confidence.

"CS for Poets" must not be a course solely devoted to computer programming, for computer literacy involves more than technical expertise. It is necessary, therefore, to fill out the non-programming portion of the course with some form of activity to reveal further the nature and consequences of algorithmic thinking. One vehicle for doing this is to discuss applications, although it is important to bear in mind that "computer science is
not a union of applications.” In order to prevent this aspect of the course from becoming a potpourri of examples, the course must emphasize the core algorithmic concepts. Rather than giving a sequence of colloquial reports on how computers are used in X, Y, and Z, it is more important to stress the algorithms which underlie X, Y, and Z. This approach imparts a unity to the discussion of applications and saves valuable class time because a solid understanding of a few basic algorithms goes a long way towards understanding many seemingly diverse examples. Of course, the discussion of actual computer applications does have an important role to play in “CS for Poets,” but only in a supporting way. As in a mathematics course, examples serve to enliven and motivate the underlying theoretical concepts.

For purposes of organizing the applications portion of “CS for Poets,” it is useful to identify four units of instruction:

1. **Information Processing**
   What is information? How is is stored, retrieved, manipulated, encrypted, transmitted, and checked for errors?

2. **Scientific Computation**
   What is the effect of finite precision arithmetic? How is computer simulation and statistical computation changing the character of physical, biological, and social science?

3. **Artistic Computation**
   How can audio and visual data be manipulated? What is the creative process, and can it be accelerated by the computer?

4. **The Display of Intelligence**
   What constitutes intelligence? What are the computational problems associated with pattern recognition, game playing, and natural language processing?

Again, the emphasis is on algorithmic thinking and the viewpoint it gives to interesting philosophical questions. An adequate complement of problems and programs must be assigned to insure that the student emerges with a “first hand” knowledge of the concepts involved. It is also important that the student leave the course with a rough idea about what computer scientists do who study programming languages, complexity theory, numerical analysis, information retrieval, and other important areas within the subject. Further topics consistent with the aim of “CS for Poets” may be found in Hamming’s proposal for a computer appreciation course. Although this proposal is somewhat dated, it is very good for its emphasis on scientific topics.

There is one topic that Hamming mentions that I would like to
discuss since it is underplayed by most authors—the history of computation. My experience has been that several lectures on the historical aspects of computer science at the beginning of "CS for Poets" pay big dividends in terms of rendering an overall perspective and as a means for helping the student overcome his or her computer anxiety.

The Importance of History

Andrew D. White, the first president of Cornell University, remarked in his autobiography that "the best of all methods for presenting every subject bearing on political and social life is historical." Computer science surely has far-reaching political and social impact, but is its history long enough to afford worthwhile perspectives? This would seem unlikely if we accept the prevailing view that the subject "really began" in 1946 with the completion of ENIAC, the first fully electronic digital computer. This date is important because it was only with the advent of sophisticated computers that the important theoretical underpinnings of the subject such as the model of computation proposed by Alan Turing in 1936 could be adequately pursued.

However, I think it is important not to regard computer science as a post-World War II development. In fact, I would argue that, just as the ancients could practice astronomy without the benefit of the telescope and Kepler's laws, so could they "practice" computer science without the benefit of the IBM 370 and Turing's results. For example, the Babylonians expressed the solutions to complicated algebraic problems in algorithmic form over 3500 years ago. Just as it took thousands of years for man to recognize that Mercury, Venus, and Earth are all instances of a general object called "planet," so has it also taken thousands of years for him to abstract the notion of an algorithm from countless special cases.

Advocates of computer science as a "new" discipline tend to overlook the very episodes in its history which have contemporary relevance. For example, insight into the pedagogic value of calculators in elementary school can be derived by considering Plato's argument that the good of geometry is undermined when geometers resort to more than the compass and straightedge in their computations. Likewise, an understanding of Leibniz's proposal to compute solutions to social and philosophical problems via his "calculus of reason" buys us a rightful skepticism of those who maintain that the computer can be used for the same purpose.

These examples suggest that computer science has a rich cultural tradition, if we consider the long history of ideas about computation and not just the computing devices themselves. Ignoring this tradition makes us more susceptible to fads and exaggerations. Man has always had an inflated view of his computational aids, as evidenced by what the English philosopher Hobbes
wrote about the Pascal Adder, which was built in 1645. Although this device could only add two eight-digit numbers, Hobbes claimed that 

...brass and iron have been invested with the function of brain, and instructed to perform some of the most difficult operations of mind. In what manner so ever there is a place for addition and subtraction, there is also place for reason, and where these have no place, there reason has nothing at all to do; for reason is nothing but reckoning the consequences. ...When a man reasoneth, he does nothing else but conceive a sum total from addition of partials.28

Against a history of such exaggerations, the wild predictions about computer intelligence and computer power made by over-enthusiastic computer specialists would tend to be placed in their proper perspective.

The history of computation has also a deep pedagogical value, as it enables key technical concepts to be explained in situations more pleasing to the computer-anxious student. Thus, it is more attractive to introduce the notion of binary control in the context of the Jacquard Loom (1801) than the CRAY I. Likewise, the modern computer is more intimidating in its complexity than Babbage's Analytical Engine (1843) and hence, less valuable as a machine for illustrating such concepts as machine language and assembly language.

In summary, presenting computer science as a consequence of World War II shortchanges the student and harmfully identifies the subject as an "upstart" discipline. It is important to recall that computer science is directly concerned with three of the seven original liberal arts: logic, grammar, and arithmetic.29 The appreciation of computer science by those concerned with liberal education is facilitated when the subject is perceived as a classical one of ideas rather than as a transitory one of equipment.

Conclusion

There are several aspects of the computer literacy problem in higher education that I have not pursued such as the education of faculty, the role of computer-aided instruction, and the question of the overly narrow education of the computer specialists themselves. These are difficult problems, but ones which are attracting more and more attention.30, 31, 32 In any case, the role of computer science in higher education is an exciting one insofar as the subject can serve as an "academic clubhouse where interdisciplinary stimulation can counteract the well known effects of specialization."33

In all this hoopla about algorithmic thinking, however, we must
not get carried away and let computer science run roughshod over the other constituents of a liberal education. FORTRAN is not a substitute for French, and contrary to a claim made in an unnamed computer science journal, the subject will not become "the modern equivalent of liberal arts education." To believe otherwise is to reveal an unbecoming narrowness of mind. George Boole, a nineteenth century logician whose work is of paramount importance to computer science, expressed this very well when he said that

...[although] the cultivation of mathematical or deductive faculty is a part of intellectual discipline, so truly is it only a part. The prejudice which would either banish or make supreme any one department of knowledge or faculty of mind, betrays not only error of judgment, but a defect of that intellectual modesty which is inseparable from a pure devotion to truth.34

All too often, the computer tempts us into believing that the only "valid" knowledge is that which can be expressed in algorithmic form. It is this tendency to imitate the computer's preference for machine readable data that alarms some of those who contemplate the direction of the computer revolution. 35, 36 But it is not enough to be alarmed. We must act. I hope I have shown that a good course of action in higher education involves teaching liberal arts students about computer science.
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