CS5412 study guide

This is purely a list of topics from each lecture that could arise on the prelim (which will be short-answer questions, none requiring more than 2 or 3 sentences to answer). “Could” doesn’t mean “will”, obviously. But you should be comfortable with these topics.

Some topics have associated examples of questions you would want to practice on. If you can comfortably answer those, you would be ready for those kinds of questions on the prelim (or in a job interview!)

<table>
<thead>
<tr>
<th>Lecture 1</th>
<th>Topics</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>History of cloud computing.</td>
</tr>
<tr>
<td></td>
<td>How were cloud systems created prior to ~2005?</td>
</tr>
<tr>
<td></td>
<td>What broke and why?</td>
</tr>
<tr>
<td></td>
<td>List a number of trends that all forced changes.</td>
</tr>
<tr>
<td></td>
<td>How is a single web server that builds pages different from a tier-one web server that relies on a collection of micro-services (µ-services)?</td>
</tr>
<tr>
<td></td>
<td>List a number of things that would still occur in a tier-one web server</td>
</tr>
<tr>
<td></td>
<td>List some things that would be done in a µ-service for a website like Amazon</td>
</tr>
<tr>
<td></td>
<td>In 2 or 3 lines define a message bus and its role.</td>
</tr>
<tr>
<td></td>
<td>In 2 or 3 lines define a message queue and explain its role.</td>
</tr>
<tr>
<td></td>
<td>Give 1 example of something we would probably do with a message bus, not a queue.</td>
</tr>
<tr>
<td></td>
<td>Give 1 example of something we would probably do with a message queue, not a bus.</td>
</tr>
<tr>
<td></td>
<td>Why not use just one style of messaging for everything? List some technical concerns.</td>
</tr>
<tr>
<td></td>
<td>In 1 or 2 lines each, define the two styles of virtualization.</td>
</tr>
<tr>
<td></td>
<td>Give 1 concrete example of how a container differs from a true VM.</td>
</tr>
<tr>
<td></td>
<td>How do lightweight threads, heavyweight threads with their own cores, standard Linux processes and containers differ? After all, we talk about running programs with all of them, so they obviously aren’t the same, yet they all “run code”!</td>
</tr>
<tr>
<td></td>
<td>What are some ways that the computer hardware shapes efficiency for these different options for running programs?</td>
</tr>
<tr>
<td></td>
<td>Define the C, A and P in CAP. Now state Brewer’s CAP conjecture.</td>
</tr>
<tr>
<td></td>
<td>In class we heard that CAP is sometimes viewed as a theorem, but sometimes people disagree with that assertion. In 2 or 3 lines, explain the controversy.</td>
</tr>
<tr>
<td></td>
<td>What does it even mean to “relax C in order to offer AP”? Be concrete: exactly what would a system that relaxes C be doing? In what sense is C being relaxed, relative to a system in which C is not relaxed?</td>
</tr>
<tr>
<td></td>
<td>Are CA and CP meaningful? If so, what would they mean?</td>
</tr>
<tr>
<td></td>
<td>Give an example of a situation in a cloud edge IoT context where you can relax C. Now give another example where you can’t relax C. (Make sure to be clear why C didn’t matter in the first case but does matter for the second one. This will require you to relate the broad meaning of C to your specific use case and the specific meaning C would have in your setting.)</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Lecture 2</th>
<th>Topics</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>Describe some patterns in which load fluctuation is seen in the cloud.</td>
</tr>
<tr>
<td></td>
<td>Define elasticity and relate elasticity to load fluctuation.</td>
</tr>
<tr>
<td></td>
<td>What architectural requirements arise as a consequence of needing elasticity?</td>
</tr>
<tr>
<td></td>
<td>Why are large cloud vendors forced to build systems with large numbers of point-of-presence subsystems and larger cloud datacenters, rather than just using cloud data-</td>
</tr>
</tbody>
</table>
centers for everything? What kinds of \( \mu \)-services would you find in a point-of-presence subsystem? What might reside in the full cloud datacenter but probably not be found in the point-of-presence subsystem?

What is a “blob”? Define the term and give two examples of things that fall into this category.

What are the major “places” where Facebook blob caching occurs?

What role does Akamai’s CDN play in the Facebook blob-serving structure?

Where does image resizing occur in the Facebook infrastructure?

Give an example where a cache for some part of Facebook sees a different pattern of load than some other cache, purely as a consequence of which part of the Facebook hierarchy the cache is serving.

Do all of the blobs managed by Facebook have identical popularity? Explain why or why not.

Why was it important for the S4LRU policy to be implemented on flash storage units?

What are some limitations associated with flash storage?

How did RIPQ turn out to be important for supporting S4LRU over flash?

---

**Lecture 3**

What is a function server?

Define “function” in this context, and tell us what causes the function to run, how the function can specify that it will connect to \( \mu \)-services, and what sort of code one writes.

Suppose that we wanted to use a function server to control drones that are surveying the health of a field of some crop like corn.

Would you use a function to compute the search pattern at the start of the task? Why?

What kinds of events might the drone generate?

In Azure IoT the actual connection to a sensor is made by the Azure IoT Hub. What would constitute an “event”?

Suppose the drone has reached the end of the row and needs new instructions. Walk us through the steps by which it obtains instructions on what to do next.

Define “stateless” and give an example of a function that is stateless, and an example of a function that has state.

If a function server is stateless, does this imply that it has no variables?

Where could a stateless function store state if it needed to?

How could it update the stored state? Would locking be required?

What is a state machine?

What is a digraph (directed graph)?

Why is it common to use a digraph to describe a state machine?

Suppose that we are “turning on” a drone that was powered down. What events might occur, and how would you create a state machine for this case?

How would you use the function server to implement this state machine? Where will the state be stored?

---

**Lecture 4**

This lecture was really a recap reviewing what we learned in lectures 1-3 and walking through the decision-making process relative to a farming scenario. It didn’t have separate content that should be learned, beyond what was listed above. [This isn’t a question, just an observation.]

---

**Lecture 5**

What is the Azure IoT Hub?

Why do cloud systems tend to block attempts to make a TCP connection from inside the cloud to something external to the cloud, in the Internet?

Why can the Azure IoT Hub make connections if your code can’t?
What security properties can the Azure IoT Hub “guarantee”? Suppose that a software patch is required but the Azure IoT Hub has no connection to the sensor right now. How do they handle that?

Explain the difference between two cases: sensors that have a known limit on their measurement quality, versus sensors that are faulty.

Define temporal accuracy and precision, and give one example of each.

Define clock skew. If you know the accuracy and precision for a set of sensors, what does this imply about the clock skew for those sensors?

Suppose that we have 3 sensors measuring the same property, and we know that at most 1 of the 3 is faulty. How can we use this knowledge to exclude “extremely faulty” data?

Suppose that 2 of 3 sensors overlap but 1 sensor doesn’t overlap. Can we use this to improve the quality of our sensor measurement?

What if all 3 sensors overlap but 1 might be faulty. In the worst case, how much can the faulty sensor “fool us” about the correct sensor reading?

How can machine learning further improve the quality of a sensor estimate?

Explain why the statement “If the temperature is above 70, turn on the A/C” is ambiguous. What possible interpretations arise? You can reference our 3 sensors.

Lecture 6

Why does Lamport believe that clock time cannot be used to reach conclusions about the causality of a set of events. Give an example.

What is the English-language meaning of the \( \rightarrow \) symbol, as defined by Lamport?

What does it mean, in English, to say that events A and B are concurrent?

Write a definition of “concurrent” for events A and B, using Lamport’s \( \rightarrow \) symbol.

Suppose that a distributed system has processes \{P, Q, ... \} (N of them in total). How much space is required to implement logical timestamps (at each process, and also added to each message)?

Now tell us how much space would be needed for vector timestamps?

Suppose that a lot of events occur at P and its logical clock reads 189971. Then A occurs at P. Meanwhile, Q has been idle, and as a result, Q’s logical clock reads 5. Now B occurs at Q. Draw a space-time diagram, labelling A and B with their logical times, for the case where no messages are sent between P and Q.

Now modify the space-time diagram so that one message is sent from Q to P (yes, Q to P), at time 7, and received at time 10101 on P. Did this force you to change the logical time shown for A or for B? Explain why, or why not.

Now reverse the direction: P sent the message to Q when P’s clock was 10101, and Q’s was 7 (so Q received it at time 7, before B occurs). Does this force any changes to the timestamps shown for A or B? Explain.

Repeat the same sequence but with vector timestamps.

Draw a space-time diagram for a system in which there are many possible “combinations” of events that all would have fall into the same real-time period because of clock skew. Your diagram should include some message passing events (sends and receives).

Define “consistent cut” and “consistent snapshot”

In your space-time diagram, use one color to draw some consistent cuts. Then use a second color to draw some cuts that are not consistent.

Describe some properties that can be evaluated safely (correctly) on a consistent cut, but where a mistake can occur if the same test occurs on an inconsistent cut.

Describe an IoT scenario in which you would want to use a consistent cut.

Lecture 7

What is the HDFS µ-service, and where is it normally used?
HDFS includes a normal POSIX file system API, plus a snapshot operation. What does the snapshot operation do?
Sally thinks that HDFS only supports file append operations. Sam thinks this is not true and that with the file system seek command, you can write code that would overwrite blocks in the middle of a file, not just append. Who is right?
How does the answer to the question about file append help us understand how the HDFS snapshot operation could be implemented?
Consider the case from the questions about Lecture 6, where there are many events that all seem to have the same timestamp. Suppose those events are file system writes at time T, and now you do a snapshot in HDFS at time T. What would HDFS include in the snapshot?
Suppose that sensors that have clocks are generating IoT records that are written into HDFS files. Same question: we do a snapshot at time T. Will the sensor time be used by HDFS to decide which file records to include in the snapshot?
Freeze Frame File System (FFFS) is built as a modification of HDFS. List some of the ways it differs from HDFS.
FFFS uses a mixture of clock timestamps and logical timestamps (we didn’t discuss the details). Give one example of how the realtime (clock) value turns out to be relevant to the way FFFS behaves, and one example of how the logical clock value is used.
Draw a spacetime diagram in which there are many possible consistent cuts, where time could “advance” and yet the consistent cuts might cross so that one cut includes event A and not B, and some other cut includes B and not A. Would this matter?
FFFS guarantees that if T’ > T, than the data returned by FFFS at time T’ will include all events that would be included for time T. Why would this be useful?
Give a practical illustration of these two points (the ones immediately above) in a farm drone scenario, where the IoT system would “work better” if it has the FFFS behavior and worse if it has the HDFS behavior.
The lecture mentions Derecho’s object store. We will see this again in Lecture 10.

---

**Lecture 8**

This lecture focused on the US air traffic control project. List some basic safety needs for an air traffic control system.
How did the IBM architecture propose to implement a platform for air traffic control?
How did the IBM architecture plan to track “variables” like airplane flight plans?
How did the IBM architecture plan to handle periodic events?
What was the model adopted by IBM?
What does it mean to make assumptions about clocks, networks and failures, in the case of the CASD protocols?
Is it reasonable to assume that “at most 3 crashes can occur in any 15s period”, or “no more than 2 messages will be lost”?
If it was your job to build an air traffic system, how could you come up with numbers for these kinds of assumptions? Would it help to be told to focus on a 99% confidence?
Suppose a process is delayed by the operating system scheduler. For example, some message arrives from the network, but instead of waking up instantly to read it, the O/S delays it for 1s because the O/S was scheduling some other task, or paging, etc. No crash occurs, but this delay is longer than the assumption about how long it takes for 99% of all messages to get through. Is this a failure (but nothing crashed), or not?
Give more examples of ways that non-faulty processes could accidentally violate the CASD assumptions. How would CASD “model” such events?
Does CASD tell a process that it is correct, or that it is faulty? Explain.
CASD is an atomic multicast protocol. What properties does it offer?
Suppose that a process is faulty but not actually crashed. For example, it might have a malfunctioning clock. What properties does CASD guarantee for messages sent by such a process? What does it guarantee about messages delivered to such a process?
Why does CASD have a “delta-T” delay built into the protocol?
Why was the initial value of the CASD delta-T delay so large (30s – 3m)?
How does the value of delta-T impact the end-user experience for an air traffic control system? Give an example involving a request by a pilot.
In class we discussed the distinction between consistency first and realtime first. Which approach is being used in CASD? Explain why your answer is correct.
Consider the requirement that “there should be exactly one controller for each plane.” Is this a consistency or a realtime requirement? If we had a variable in memory that tells which controller “owns” some flight plan, could CASD be used to update the variable when the plane is handed off from one controller to a different one? Why, or why not?

Lecture 9
This lecture was another “big picture” recap. In some ways it was similar to lecture 4. The basic idea was similar: walk through more stories about IoT use cases on farms, and try to identify ways to break the resulting tasks into a set of subtasks, then map the subtasks to functions in the Azure IoT Hub function server or to µ-services (ones that exist or new ones you might need to build).
Note: The main difference between this and lecture 4 was that we are familiar now with the architecture of modern IoT Cloud platforms like Azure, and as a result some of the confusing elements should be a bit more familiar. That lets us think more about the puzzle of moving machine intelligence from the back-end platforms to the edge, into new and specialized µ-services. But building those services is a bit of a puzzle because Azure lacks really sophisticated tools for helping you with basic aspects like bootstrap, repairing the state if the µ-service had stored data on files or in a database, managing membership of the µ-service (which processes are in it, and what their IP addresses are), Fault-tolerant state replication, etc. [This isn’t a question, just an observation.]
Not everything should move from the back-end to the edge. What are examples of things that should occur at the edge and probably need to move? What are examples of things that should remain in the back-end?
At the end of the lecture there were some slides about what happens when we shift machine learning to the edge. List some requirements that arise.
There is a slide late in the lecture about a pattern called MapReduce. The lecture talks about data being “always sharded”. Do these two ideas have any connection? Why or why not?
If Data is in a blob store or the Derecho object store, and we wanted to run MapReduce on the data, would it matter if the computational steps (the “map” and “reduce” logic) runs where the data is stored? Or could we write a normal program in a language like Python, pull the data over, and run the MapReduce logic wherever the program is running? Explain your answer carefully so that we can understand the major concerns that lead you to answer the way you do.
Suppose that a single application seems to have needs for consistency, fault-tolerance, realtime, automated restart after crashes, elasticity, and scalability through sharding. Why might some of these goals potentially be “at odds” with other goals?
If you did have a need to create a µ-server with several kinds of properties all at once, how would it help if you could easily structure it into subsystems that each handles a
different aspect? Why might you still prefer to call this a single µ-service and not just build a bunch of different µ-services that each treats the others as a black box— callable via remote procedure calls but with a completely hidden implementation.

Lecture 10
Concept of managed membership. Idea of linking to a library that helps your N processes form a group with N members that can contact one-another. Derecho is such a library. Concept of state machine replication.
Example: chain replication (useless without a membership solution).
List some properties required from a membership service.
Definition of “split brain” behavior caused by a network partitioning event (link failure).
Show that requiring a quorum permits progress without allowing a split brain scenario.
Give an example in which processes didn’t crash, but this same rule blocks progress.
Properties of a “totally ordered multicast” protocol: even if two messages are sent at the same time, they are delivered in order.
How to use priority queues and logical clocks to create a totally ordered multicast protocol.
Paxos properties (ordering, durability, exactly-once delivery), but no details. In fact the slide deck does include details (we didn’t cover those slides in class), for people who are curious, but it is not required material.
Derecho uses “round robin” ordering. It can do this because the epoch has a well-known membership view, and it includes a list of which processes are senders in the view.
Understanding space-time digraphs for groups with join, state transfer, multicast, crash.
Lamport’s Paxos “model”. We won’t look at his actual protocol. Beyond total order, it deals with failures and also with saving data on disk and recovering it after a crash.
Derecho’s use of virtual synchrony epochs.
Concept of RDMA (remote direct memory access) hardware.
Derecho’s way of moving data on RDMA.
Derecho’s failure handling approach is to clean up disrupted multicasts, in a way that fits the Paxos model.
Performance of Derecho on RDMA is very impressive, but it also works on normal TCP.
The Derecho object store is a library within Derecho built on the Derecho multicast and point-to-point messaging layer. A library built on a library! You can use it as a library, or can set it up to run as a free-standing µ-service.

Lecture 11
Georeplication
Availability zones
NAT IP translation,
TCP connectivity limitations
Zone Aware services
Spanner, true time, consistency from order-based WAN mirroring
5G is very much like IoT
Multipath TCP
Thought question: We learned about how Spanner is using TT to order transactions. But suppose we wanted an additional guarantee, namely that if at any site transaction A → B (meaning that all the work A did happened before any of the work B will do) then Spanner will provide this property at every site. Notice that this is a statement about causal order and consistency, not real-time, but that TT is a mechanism that provides a real-time guarantee. Would Spanner’s current TT-based implementation provide this guarantee? If not, give a counter-example. If so, explain why.
Another thought question: Suppose that in availability zone Za there is a zone-aware service that carries messages to zone Zb for delivery. The service uses N side-by-side TCP connections and it basically spreads the outgoing messages evenly so that every TCP connection has a similar level of load, and each is carrying distinct messages. To preserve ordering when one sender sends a sequence of messages, the service also guarantees that if a single sender sent m1 and then m2, then m1 and m2 will be put on the same TCP connection, so that m2 will be sent after m1 and hence will arrive after m2. Now assume that we read about how Spanner is using TT, and want to implement a mechanism similar to the one used by Spanner. Could an application use the Spanner TT idea in conjunction with this zone-aware mechanism? In thinking about this, assume that your application will be told which connection each incoming message showed up on, so that if there are N connections from A to B, you’ll know N and for each message will know which connection it showed up on.