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Abstract

Autonomous flight of unmanned full-size rotorcraft has the potential to enable many new applica-
tions. However, the dynamics of these aircraft, prevailing wind conditions, the need to operate over
a variety of speeds and stringent safety requirements make it difficult to generate safe plans for these
systems. Prior work has shown results for only parts of the problem. Here we present the first
comprehensive approach to planning safe trajectories for autonomous helicopters from takeoff to
landing. Our approach is based on two key insights. Firstly, we compose an approximate solution
by cascading various modules that can efficiently solve different relaxations of the planning problem.
Our framework invokes a long-term route optimizer, which feeds a receding-horizon planner which
in turn feeds a high fidelity safety executive. Secondly, to deal with the diverse planning scenarios
that may arise, we hedge our bets with an ensemble of planners. We use a data-driven approach
that maps a planning context to a diverse list of planning algorithms that maximize the likelihood
of success. Our approach was extensively evaluated in simulation and in real-world flight-tests on
three different helicopter systems for a duration of more than 109 autonomous hours and 590 pilot-
in-the-loop hours. We provide an in-depth analysis and discuss the various tradeoffs of decoupling
the problem, using approximations and leveraging statistical techniques. We summarize the insights
with the hope that it generalizes to other platforms and applications.

1 Introduction

Unmanned rotor-craft have a high demand in applications such as cargo delivery ( ), emergency
rescue operations ( ) and surveillance ( ) due to their dexterity in operating in
close vicinity to ground (Fig. 1). Such applications typically require the UAV to visit a sequence of waypoints that
may stretch across large distances and different environments. They often also involve flying at varying speed regimes,
varying proximity to obstacles and repeatedly landing / taking off from unprepared sites as shown in Fig. 2. Hence,
from a motion planning perspective, this problem has several challenging aspects.

1.1 Challenges

Restrictive dynamic constraints. The dynamics of such systems must satisfy a variety of constraints imposed by
the control system, flight performance charts ( ) and wind ( ; ;

). These constraints restrict the reachability of the system, i.e. limit the set of feasible trajectories the vehicle can
execute. The reachability plays a critical role when the UAV has to avoid obstacles or plan maneuvers to fly through
waypoints.
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Figure 2: A typical mission for a helicopter can be divided into three phases. During takeoff, the helicopter must
use an ascent profile that does not exceed available power while not colliding with nearby obstacles. During the
en route phase, the helicopter must avoid collision with sensed obstacles (and no-fly zones) as it flies towards its
objective. These scenarios can be quite diverse such as avoiding towers or mountains. During the touchdown phase,
the helicopter must land on a clear spot within a designated Landing Zone (LZ) while avoiding obstacles along the
descent.

Guarantee safety in partially known environments. Guaranteeing safety implies planning trajectories that satisfy
safety constraints for an infinite time horizon which is challenging in partially known environments. Traditional
approaches recommend limiting the speed such that the system can come to a full stop within the known volume.
Unlike unmanned ground vehicles, coming to a stop is often not a safe option since rotorcraft with a high payload



Random graphs Systematic lattice

o preferred when preferred in
Smooth free space low dispersion
optimization obstacle

field

well

preferred if good connected

local minimum

present

Figure 3: A spectrum of environments, each corresponding to a planning problem that favours particular planning
strategies. (a) Smooth trajectory optimization can bend over tree-lines. (b) Random sampling methods are effective
when planning around mountains (c) In Manhattan environments, search on a lattice with small edges is effective.

have to move to stay airborne.

Navigation in varying scenarios. Fig. 3 shows a spectrum of different scenarios that it encounters. Not all scenarios
are always equally likely - the distribution over scenarios is dictated by the specifics of the mission that the robot has to
execute. As the nature of the planning problems for these scenarios differ significantly, it is challenging for a planning
algorithm to have consistent real-time performance during the mission. It is also impractical for a human designer to
continue tuning algorithm parameters at the onset of every mission.

1.2 Key idea

To deal with the challenges, we present a general trajectory planning architecture for UAVs based on two key ideas:

Efficiently decoupling route planning, trajectory planning and safety. Since the overall problem is intractable
to solve in real-time, we propose a way to decouple the problem to compute an approximate solution. Our approach
is based on a novel 3 stage decoupling scheme - a global nominal trajectory planner, a receding horizon trajectory
planner for avoiding obstacles and a safety checking executive module to guarantee safety. Each of these modules
operate at different resolutions, different time scales and examine complementary aspects of the problem.

Hedge our bets with a diverse ensemble of planners. To deal with varying planning scenarios the robot encounters,
we propose an adaptive motion planning strategy. We assume we have a library of planning strategies - these could be
different algorithms, or different parameters of the same algorithm. Given an environment, we learn to predict which
planner to use. Specifically, we learn to select a diverse ensemble of planning strategies to be executed independently
in parallel, and then pick the best solution among them. Since there is a fair deal of uncertainty about the efficacy
of a planning algorithm, allowing for such redundancies at the expense of potentially additional planning effort has
significant payoff.

1.3 Contribution

Our contributions in this paper are as follows:

1. We propose a novel trajectory planning architecture based on a 3 stage decoupling scheme to compute high
quality solutions in real-time (Section 4).



2. We describe how to generate a library of expert planners for a helicopter. We describe how to train a meta-
planner to choose from this library (Section 7).

3. We present extensive evaluation our approach in both simulation and over 700.4 hours of flight tests (au-
tonomous 109.8 hours and pilot-in-the-loop 590.6 hours) that took place over 4 years. We provide detailed
statistics of flight tests and discuss reasons for failures. We show how capabilities were developed and tested
to remedy these failures. We also present analysis for each module in both simulation and real flights (Sec-

tion 9).
This paper builds upon our previous works on most of the individual components of our framework: using an ensemble
of planners ( ; ), dynamics projection filter (
), guaranteeing safety ( ; ), training a dynamic list of planners (
) and smooth route optimization ( ; ). In this paper, for the first

time we present a description of the unified architecture, details of the trajectory planning framework and extensive
flight test evaluation of the whole system.

2 Related Work

We present related work on the unmanned rotorcrafts and on the individual components of the architecture - route
optimization, trajectory planning and safety.

2.1 Unmanned rotorcrafts

Over the past decade, a significant amount of progress has been made towards full autonomy of both full-scale (large
enough to transport people), category I, and medium-scale (can carry at least 10 kg), category II unmanned rotorcraft
( ). Efforts are underway to make such systems for full-scale versions available for both military and
commercial applications ( ; ; ). Since such systems are capable of moving at
significantly faster speeds and over longer distances than their MAV (micro aerial vehicle) cousins, they present unique
challenges otherwise not encountered in smaller craft. In addition, flying outside poses the additional challenge of
ensuring vehicle safety in adverse weather conditions, such as strong winds.

The level of autonomy for any given system ranges from providing visual guidance to the pilot ( ;
), which is typically performed in full sized rotorcraft, to full control of the platform. Our approach
much like ( ) is configurable for both modes of autonomy.

While some systems are focused on above ground flight planning ( ; ;

; ; ), others are solely
focused on the approach to land phase of ﬂlght ( ; ; ).
Our approach is similar to ( ; ; ) in that it plans through all
phases of flight (from takeoff to land) for a full sized rotorcraft.

Some approaches rely on a single planner to navigate the aerial vehicle through its entire route (

; ; ). To address computational intractability encountered using a single plan-
ner/configuration over larger distances, the planning problem is usually divided between a coarse (waypoint path)
global planner and a finer (smooth trajectory) local planner. Typically the global plan is either computed offline or is
provided by an end user, while the local planner handles re-planning of fine trajectories when newly observed obstacles

are encountered ( ; ; ). In the event that a large change in
feasible volume to fly in is encountered, or the goal has changed mid-flight, other approaches perform both levels of
planning online ( ; ; ; )-

Our approach is a mix between the last two categories as we compute a smooth, global trajectory (through the route
guide optimizer) over a provided waypoint path (route) online while planning locally with similar fidelity. Similarly,
rather than fit a single planning algorithm/configuration to address the variety of planning problems encountered by
a UAS (Unmanned Aerial System) in flight, some approaches query multiple planners/configurations (

) to increase system robustness. To achieve the same ends, our approach also makes use of multiple planners
through our planner ensemble.



Some systems have been developed specifically for the case in which the rotorcraft must make an emergency landing
if it were ever in a state of autorotation ( ; ), which can be encountered
either from engine failure or loss of tail rotor effectiveness. Others have been developed to consider nearby winds in
order to ensure rotorcraft safety during nominal flight in the presence of strong winds ( ;
). In the event that the system fails to navigate the vehicle away from impending collision with terrain or
similar obstacles, some methods use a backup system to slow the helicopter down to a stop ( ;
; ). While such methods are appropriate for category II rotorcraft and
below, when flying at altitudes appropriate for hover, they are not an option for full sized craft engaging in flight modes
similar to fixed wing craft. Our approach makes use of a trajectory executive to ensure the commanded trajectory is
safe for the vehicle to follow (within previously observed space) without requiring the vehicle to stop.

Our system focuses solely on the generation of safe trajectories made feasible for full sized rotorcraft, as part of the
fully autonomous TALOS system ( ) with perception handled in ( ).

2.2 Route optimization

The problem of generating feasible trajectories for UAVs has previously been explored in the literature. (
) builds on the Dubins solution and uses fixed-radius arcs to link straight segments with constant speed.
( ) proposes an online, corridor-constrained smoothing algorithm that uses B-spline templates
to generate paths, but not time profiles. Sampling-based techniques like ( ;
) are quite popular, but do not scale well with problem size. There has also been some work that deals with
trajectory optimization in the presence of wind. The classic Zermelo—-Markov—Dubins problem has been studied in

( ; ; ) to characterize optimal solutions, but they use
sharp turns and constant speed, neither of which are practical. ( ) also uses a bounded turning radius
assumption to yield minimum-time trajectories with constant speed. ( ) uses a bounded roll-rate to

construct smooth, continuous-curvature paths between two states in the presence of wind. However, it again assumes
constant speed and does not provide a mechanism to extend the method to variable-speed trajectories. Since practical
trajectory planning problems are extremely hard, it is often necessary to decouple the problem into an initial path-
finding stage and a subsequent velocity-optimization process ( ; ;

)). We use concepts from previous work done on optimizing velocity profiles given a fixed path and a finite set of
velocity bottlenecks (( ; )) to compute time-optimal velocity profiles.

2.3 Trajectory planning algorithms

Motion planning has a rich and varied history ( ). A substantial body of work has looked at tractable
approximate algorithms to solving nonholonomic motion planning problems encountered by mobile robots (

). Curvature bounded path planning in presence of obstacles was proved to be NP-Hard ( ).
Approximation algorithms for finding such paths were proposed by ( ) with exact results
obtained only for obstacles with bounded curvature ( ). These early works provide a
glimpse into the inherent hardness of the problem and the need for good approximations to get high quality real-time
solutions.

Sampling based planners ( ) have enjoyed a lot of attention due to their simplicity and asymptotic guaran-
tees ( ). They are also amenable to a lot of modifications to improve real-time performance
such as biased sampling ( ), lazy evaluation ( ;

; ) or hybrid local global optimization ( ;

; ). However, a large number of such sampling based methods require solving the boundary
value problem online, i.e. finding a steering input to drive the system from one configuration to another. For curvature
bounded systems, analytical solutions were obtained by Dubins ( ) and ( ). In
general however, the boundary value problem can be expensive to solve.

While the original RRT ( ) algorithm required a local planner to connect states, the EST method intro-
duced shortly after by ( ) planned by directly forward integrating random control inputs. However, this
method does require careful parameter selection and quality cannot be assured. Recently, the SST method (

) was developed providing almost sure asymptotic convergence to an approximately optimal solution without
requiring a local planner. Another method, Generalized Label Correcting ( ) was developed



recently with further improvements. While this remains an active area of research, these methods are still quite a bit
away from solving nonholonomic problems in real-time.

Another class of approach has been the use of a state lattice as proposed by ( ). This is a lattice
where edges between vertices are solved for offline using BVP solvers. These edges are called motion primitives.
This acts as a wall of separation between the vehicle dynamics that create the graph and algorithms that can search
the graph. This has been used to great success by ( ; ;

; ; ; ). However, this process does
require a fair bit of engineering in terms of lattice design, selecting a resolution, selecting a search method. These
methods do not naturally adapt to changing dynamics or changing environment although progress has been made in
this area by ( ).

Local trajectory optimization methods focus on improving an initial suboptimal path towards a local optimum (
; ). A class of these methods, such as differential dynamic programming (
) can satsify dynamic constraints exactly while minimizing a second order approximation of the objective. To
handle non-differentiable objectives, one can also employ evolutionary strategies effectively ( ;
). While optimization can occasionally switch between topologically close classes, these methods are
generally limited to the homotopy class of the initial path. Hence we conclude that nonholonomic problems can
only be approximately solved, the quality of the solution heavily dependent on the type of approximation applied.
Moreover, the approximation is influenced by the dynamics of the robot and the environment in which its operating in.

2.4 Guaranteed safe planning

The idea of computing invariant sets ( ) (i.e sets in which a system stays forever) to ensure safety
or stability of finite-horizon plans is not new. In control theory, invariant sets are used to prove stability of model
predictive control (also called receding horizon control), as shown in ( ). In (

) a nonlinear model predictive control framework is presented that guarantees nominal feasibility
using invariant sets by providing necessary and sufficient conditions on the control horizon, the prediction horizon
and the constraint set. Receding horizon control for UAVs based on mixed integer linear programming is presented in

( ). Loiter circles are added to the mixed integer linear programming formulation to ensure safety
for an infinite time horizon. A library of precomputed emergency loiter circles for a full-scale autonomous helicopter
is suggested in ( ). The emergency maneuvers are optimized regarding their path diversity, i.e the

difference of paths according to some measure.

An alternative is to directly find regions in which a collision is inevitable. The goal of the controller is to avoid those

regions of inevitable collision ( ), which are defined as the union of inevitable collision
states ( ), within its finite planning horizon. Most of the work on regions of inevitable
collision has focused on static environments, however, the concept has already been applied in dynamic environments
for car-like vehicles ( ; ). Additionally, in ( ;

) an extension for stochastic environments is presented taking into account the uncertain motion
prediction of obstacles in the workspace, which calculates the probability that a state is an inevitable collision state.
Other related work deals with the problem of the existence of an infinite long collision-free trajectory. This problem
is discussed in ( ) by the means of the ergodic forest scenario by finding criteria such as
the size of obstacles, the distribution of obstacles and the maximum velocity of the robot under which almost surely
an infinite time trajectory exists.

3 Problem Definition

3.1 Notation

The planner uses a simplified dynamics model that can be tracked by the closed-loop controller (which in turn uses a
high-fidelity model). This simplified model was provided to us by the control system designers. This simple model
imposes a set of constraints on the trajectory. We define a trajectory, o (t) as a smooth mapping from time to a position
(7,9, z) and heading (1)) (represented as a 5 order spline)

a(t): [0,tf] = R3 x SO(2) 1)



Figure 4: (a) W is the fixed reference frame. A is the moving airframe which has a time varying offset Vw At from
W, where V,, is the wind speed vector. (b) The relation between velocity vectors in the two frames. A velocity vector
in the airframe A is [, )7 . To express the velocity in ground frame W, a wind vector is added to get [ 9]7.

We follow the North-East-Down coordinate convention as shown in Fig. 4(a). The position and heading is defined
with respect to a fixed (ground) reference frame V. However, the dynamics model is specified in the airframe .A. The
airframe is a moving reference frame and is linked to the ground frame by a wind displacement vector which varies
with time. This is illustrated in Fig. 4(b). When specifying configurations in the airframe, we will use the following
notation (%4, Ya, Zas Ya )-

3.2 Input and output for the trajectory planner

The input to the trajectory planner is a mission that consists of 6 main components:

1. Route: Sequence of 3D waypoints. Each pair of waypoints has a desired speed and margins for a flight
corridor, a valid region of operation. The route also contains a set of no-fly-zones where the system cannot
enter.

2. Start state: This is either the current pose of the vehicle or the reference point on the trajectory that is currently
being tracked by the controller. It serves as the initial boundary value for the trajectory.

3. Dynamics constraints: Set of equality and inequality constraints due to actuator limits of the control system
and flight performance charts.

4. Obstacle map: Online map from sensor data.
5. Touchdown sites: A set of potential touchdown locations (z, y, z, ¢) provided by the perception system.
6. Wind Conditions: The wind speed and direction that is a parameter in the constraints.

The output of the planner is a time parameterized trajectory. We delve further into the dynamics constraints, the safety
constraints and the objective.

3.3 Dynamics constraints

Let Fayn (0) = 0 and Hgyn (0) < 0 be the constraints. The system can be modelled differently based on the speed
regime - this is to do with the control authority of the tail rotor.

When the speed is below a critical threshold, ’x(t) y(t)  2(t) ] ]2 < Verit, the system is modelled as a composition
of single and double integrator systems. These are |Z(t)|, [9(¢)| < Vmax, [2(t)] < Vzmax, |Z()],]5(%)] < @max.
EO] < @emans [0 )] < amas [F O] [T < imas [Z(0] < fimax and [(8)] <

For our application, we used the following values: verie = 10 m/s, Vmax = 51.44 m/S, U, max = 5.07 M/s, amax =
0.49m/5% , a2 max = 0.49m/52, jimax = 0.98m/5%, j. max = 0.98m/s® and Vyax = 0.26 rad/s.

When ] |:C(t) yt)  A(t)| ]2 > Verit, We can model the system as a fixed wing model moving in airframe that changes
its heading by rolling.
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Figure 5: Overview of the input and output to the trajectory planner. The input is a mission. The first component of a
mission is a route which comprises of waypoints, flight corridors and no-fly-zones. The second component is a map
of the world constructed based on sensor measurements. The third component is a set of dynamic constraints that the
trajectory must satisfy and the start state which serves as a boundary value condition. The final component is a set
of touchdown sites that is updated dynamically as the sensor scans the landing zone. The output of the module is a
trajectory. This trajectory is sent to the flight control system which attempts to track it.

da(t) = g tan ¢, (¢) &(t) = &q(t) + vy €08 (Yo — ¥q)

¢ V(1) Dynamics in Y(t) = Ja(t) + v sin (Yo — Ya) Airframe to
Za(t) = va(t) cos e (t) [ Airframe 0 Ground Frame 2)
(1) = valt) s 1) CRE )

We have inequality constraints on the derivatives: |vg(t)| < Umaxs |96 ()] < @maxs [P0 ()] < Jmaxs |Pa ()] < dmaxs
Balt)| < dmaes [6a(8)] < B 120 < 0z
we used the following values: Umax = 51.44 m/s, v, max = 5.07 M/s, Gmax = 0.49m/s? | Gz max = 0.49m/s?,
Jmax = 0.98m/s3, Jzmax = O.98m/s3, Pmax = 0.44rad, (;Bmax = 0.17rad/s, q)’imax = (.44rad/s>.

2(t)] < @zmax and |Z(t)] < jsmax. For our application,

There are some additional constraints arising from flight performance charts. Fig. 6(a) illustrates the height-velocity
chart which corresponds to a set of regions that the height above ground (derived from z(t)) and airspeed v, (¢) cannot
enter. Fig. 6(b) shows the torque limit constraint. The torque drawn from the motor depends on the airspeed v, ()
and the climb rate —Z(¢). The total torque cannot exceed a specified limit (we use 90%). Fig. 6(c) illustrates the
autorotation limit constraint. It shows the descent rate Z(¢) and airspeed v, (t) combination that is invalid. Fig. 6(d)
shows the loss of tail rotor effectiveness (LTE) chart which is a constraint on v, (), and the relative wind heading v,,,.

3.4 Route constraints

Given a route, let corr;(o(t)) — {0, 1} describe an indicator function to specify whether a point in the trajectory
lies inside a flight corridor. Each flight corridor is also associated with a velocity limit vsg ;. The constraints are as
follows:

n—1
Z corri(o(t)) >0 st corr;(o(t))ve(t) < vseg; Vie{l,...,n—1} 3)
=0

Fig. 7 illustrates these route constraints.
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Figure 6: Dynamics constraints from performance charts of a helicopter (FAA, 2012). (a) The height-velocity chart
(b) The torque limits chart (c) The autorotation limits chart (d) The loss of tail rotor effectiveness (LTE) chart

3.5 Safety constraints

We now define a set of safety constraints o (t) € Xya1iq for obstacle and NFZ avoidance (Fig. 8).

We use time to collision to measure how close the system is to obstacles. This objective scales with speed and velocity
direction. Let p be the position and v be the velocity vector. Let dops (p) be the distance to an obstacle. The time to
collision is: )
= [[dobs ()l °|t|’s ?| Pl x InflationXY x InflationZ 4
v
2

where InflationXY > 1, InflationZ > 1 is an inflation applied due to difference between the velocity vector and
obstacle direction in XY and Z respectively. The exact expression and algorithm for computing time to collision is
specified in Appendix A. This is used to define the constraint ttc (p, v) > teoll,min-

tte(p,v)

A no-fly-zone (NFZ) is an unsafe volume Fig. 8(b)). It is defined as a 2D polygon with a lower and upper height.

3.6 Trajectory planning problem

The objective is to minimize the travel time .J (o) = t¢ which leads to the problem:
Problem 1 (Trajectory Planning Problem). The trajectory planning problem is then formally defined as the search for
the trajectory, o*, that minimizes the objective function, while satisfying boundary and trajectory wide constraints

min J(0)

st o(0)=s,0(ty) = )
F(o) =0,H(0) <0,0(t) € Xyatia Vt € [0, t/]
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Figure 8: Illustration of safety constraints (a) The time to collision constraint penalizes proximity to obstacles scaled
by the speed and direction of flight. It is an approximation of the minimum time it takes for a state to collide with an
obstacle. Obsl, the tower, has a lower time to collision as the velocity vector is pointed at it. Obs2, although closer
has a higher time to collision as it is unlikely that the system is likely to hit it. This can be captured by inflating time to
collision in both XY and Z depending on the dot product between the velocity vector and the direction to the obstacle.
Appendix A provides a mathematical formula. (b) Constraints due to no-fly-zones which are specified as polygons
with a minimum and maximum height.

o(0) = s, o(ty) = g is the initial and final boundary value constraint,7 (¢) = 0 and H(c) < 0, are the combination
of both dynamics and the route constraints. The final constraint is the safety constraint o/(¢) € 3yajiq-

Problem 5 is a complex non-convex optimization problem that scales across a large distance. In the next section, we
will talk about how we approximately decompose the problem in order to solve it in real time.

4 Planning Architecture

The block-diagram of our trajectory planning architecture is shown in Fig. 9. The key idea is to decompose the overall
problem into 3 cascaded sub-problems as shown in Fig. 10. These sub-problems operate at different resolutions,
different time-periods and focus on different aspects of the optimization problem.

1. The first stage is a global planner which is responsible for producing a route guide trajectory o4 (t) that has
guarantees with respect to the overall mission such as ensuring the vehicle can stay in a designated safe flight
corridor, respect speed limits along segments and can feasibly transition between corridors in presence of
wind. It is computationally expensive and is invoked a few times per mission.

2. The second stage is a receding horizon trajectory planner that is responsible for locally repairing the trajectory



! ! | Planning State Machine |
! Route Dynamics 1 | L e
! Constraints | ! | Planning I Output ! :
1 | Route | . 1 . !
Input ! L. Problem Trajectory Helicopter |
: Py, Optimizer | !
! | Mission | Generator | | Controller |
: Vehicle Obstacle | ! = @ — = — e mm m o m—— - — — - ________.
| State Map : Planning Planning Selected * Guaranteed
| _ _____________ | Problem Solution Trajectory| |Safe Trajectory
Trajectory .
Planni Trajectory
- 77777 anming Executive
| Algorithm
re-=-=-=-=-"=-"=-=== l _______________________________ ]
1 Trajectory Planning Algorithm | Trajectory Executive
! I
1 s Receding Guaranteed
. Receding . : . . !
: ilér:rlnng Horizon Pmtl’) - HOI"IZOII> ll\l?lnlnal N01111.1’13,1> Trajectory Pslainn'lng : Sel.ecte Safety S.afe
| T robem Generator Problem anner Solution Selector olution | Trajectory Checker Trajectory
I
| K | }
1 —>| Planner 1 |
[ Planner | \
: Ensemble |  Planner i 1 Evasive
g i | i .
| Creator ! Maneuver
I .
: —| Planner B 1 Library
I

Figure 9: The trajectory planner block diagram. It consists of 3 main modules - the planning state machine, the
trajectory planning algorithm and the trajectory executive. The planning state machine takes as input the mission and
processes it to create a planning problem that is sent to the trajectory planning algorithm. The planning algorithm
returns a planning solution to the state machine. The state machine then sends this solution to the trajectory executive
which checks for safety and returns a guaranteed safe trajectory which is then sent to the helicopter controller.

to avoid sensed obstacles. It takes as input the route guide trajectory and obstacle constraints and repairs the
trajectory locally up to a finite horizon (few km) to produce oy,0,(¢). This runs periodically (~ 1 Hz) to ensure
obstacles are avoided shortly after they are sensed.

3. The final stage is an executive module that takes as input the computed trajectory and ensures that it is
guaranteed to be safe. It does this by ensuring that there exists an evasive maneuver that lies in known free
space. The executive module is tasked with the job of checking if such maneuvers exist, and if not either
slowing down the trajectory or in the worst case executing the evasive maneuver. The executive module
reasons within the sensor horizon range and runs at the highest frequency (~ 10 Hz).

Whenever a decoupling based approach is used, a pertinent concern is deadlocks:

1. Deadlock between route guide and finite horizon trajectory: The scenario when a deadlock can potentially
occur is when an obstacle appears such that no finite horizon trajectory exists. We overcome this scenario
by ensuring that the goal point on the route guide is always in a feasible location sufficiently far away from
obstacles. Hence as long as the flight corridors are wide enough, the trajectory planners should be able to find
a path.

2. Deadlock between finite horizon trajectory and guaranteed safe trajectory: The scenario where a deadlock
occurs is where the trajectory planner produces a solution to which no evasive maneuvers can be attached.
The executive alleviates the situation by slowing down the trajectory. If that does not resolve the deadlock, the
system enters the evasive maneuver and the sensor keeps on scanning and increasing the known free space.
This increases the chance of the planned trajectory being verified to be safe.
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Figure 10: Three stage decomposition of the problem.

S Planning State Machine

The main role of the planning state machine is to process the input mission and create a planning problem for the
trajectory planning module to solve. In order to do so, it must capture the notion of state, i.e. the progress made
along the mission so far. This implies that the other system components can be terminated and restarted, and the state
machine will be able to provide all the information required to resume current operation. To gather such information,
the state machine plays the crucial role of communicating with the flight control system and the perception system.

It invokes two main sub-modules as shown in Fig. 9 - the route optimizer and the planning problem creator.
1. Route optimizer: This module computes the route guide and is described in detail in Section 6.

2. Planning Problem Generator: A planning problem is a complete list of specifications sent to the trajectory
planning module. It is defined by the following tuple I',, = (s, g, F, H, Evalid, Org)-

(a) s - The start pose and velocity that the trajectory must satisfy

(b) g - The terminal touchdown point (set of touchdown points) coming from the mission specification
(c) F and H - The set of equality and inequality constraints as defined in Section 3.

(d) Xvaiia - The set of valid states.

(e) 0rg - The route guide trajectory
The planning problem generator prepares this tuple and sends it along to the trajectory planning algorithm.

We now describe the states maintained by the state machine illustrated in Fig. 11. These states dictate when and what
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planning problem is sent to the trajectory planning algorithm. They also dictate when communications should be made
to the control and perception system.

1. (Initial) When the system is up and running, the state machine waits for a valid mission as well as an engaged
flag from the control system in order to start mission execution. The initialization process also waits for all
the other systems to be ready.

2. (OnGround) The aircraft is sitting on the ground, with all systems ready, just waiting for human operator
approval to start mission execution.

3. (PrePlan) This happens before the takeoff command is issued to the control system. The route guide optimizer
is invoked to compute a route guide. Only when the mission is deemed feasible, does the state machine tell
the control system to takeoff (go to hover).

4. (Takeoff) The state machine issues a takeoff command to the control system and waits until it is completed
(aircraft gets off the ground). After this, the control system starts following the planned trajectories.

5. (EnRoute) This is the main execution state. While in this state, the trajectory planner algorithm will be con-
stantly updating the generated trajectories, which are affected by dynamic wind estimates, detected obstacles,
and popup NFZs.

6. (Approach) As the aircraft gets closer to the landing area, the system enters the Approach state. This state
is composed by several sub-states that will control actions in several sub-systems to perform landing zone
evaluation, planning to multiple touchdown point candidates, and touchdown point selection processes. The
whole sequence is explained with more details next.

7. (Land) When the aircraft is above the desired touchdown point, a land command is issued to the control
system which performs the touchdown process. After the land is completed, the aircraft returns to OnGround
state and it is ready to execute another run.

One of the most complex execution sequences during a regular run is the approach to land sequence (Approach Phase).
This complexity is due to the fact that it is necessary to monitor the approach to the landing zone and generate events
to trigger changes in the sensor’s scanning pattern, keep track of all available landing sites, provide information to the
trajectory planning algorithm to generate paths to all valid landing sites, and interact with the mission executive to
select the most appropriate landing site, or abort a landing, if no valid landing site is available. The sequence of events
are essentially triggered by the distance to the landing site as illustrated in Fig. 12.
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Figure 12: The sub states of the Approach state in the state machine. State transition events are mostly triggered by
distance to the landing site.

1. (Approach) The state machine polls the perception system for a list of candidate touchdown points.

2. (Compute Alternates) As the aircraft gets closer to the landing zone, the perception system begins to return
alternate touchdown points. These points are then used to update the planning problem. The list is updated
constantly as obstacles are detected (small obstacles are only detected late in the approach process). The
trajectory planning algorithm searches for feasible plans for each landing point.

3. (Interaction) The state machine interacts with the mission executive to select the touchdown point. It is impor-
tant to note that the selected point can be changed until a selected point lock happens. If no valid candidate
is available, the state machine issues a "MissionInfeasible” status to the mission executive commands the
helicopter to hover above the LZ.

4. (Lock Selection) The selected touchdown point cannot be changed anymore, but the perception system can
still detect an obstacle and remove the selected touchdown point from the valid candidates list. In this case
too, the aircraft will be commanded to hover above the LZ and a ”MissionInfeasible” is issued to the mission
executive.

5. (FCS Handover) When the aircraft is above the selected touchdown point, the state machine sends a command
to the control system to perform the touchdown process. The control system sends a control flag informing
the state machine when the aircraft has completed the maneuver and is safe on the ground.

6 Route Optimizer - the KITE algorithm

In this section, we present kITE (Curvature (k) parameterization Is very Time Efficient), our approach for solving
the optimization problem to generate the route guide trajectory ( ; ). As we
discussed in Section 4, the route guide trajectory is the solution to the optimization problem | with the additional
relaxation of the safety constraint () € Yya1q. The motivation is that such a solution will be a good heuristic for



the trajectory planning module which is primarily concerned with this safety constraint. By attempting to compute a
trajectory that is dynamically (i.e. satisfying dynamic constraints like speed, acceleration and roll-rate) and spatially
(i.e. satisfying flight-corridor and boundary value constraints) feasible along the entire length of the mission, the
optimizer also ensures that the input mission is actually valid — this prevents the aircraft from attempting an unsafe
mission.

The problem is still intractable as it involves non-convex dynamics constraints and flight-corridor constraints for
an aircraft flying in wind. Due to wind, the aircraft operates in a moving frame of reference (the air frame) and
experiences a time-dependent shift. Simultaneously satisfying dynamics constraints (such as limits on acceleration,
jerk and roll-rate) that exist in the air frame and spatial constraints (such as the flight-corridor) that exist in the ground
frame is challenging. Additionally, the problem is intrinsicially multi-scale in nature - the mission could be several
kilometres with long straight line stretches interleaved with sharp turns. Hence an approximation approach is required
that exploits the structure of the problem to produce good solutions within a reasonable time-frame.

6.1 Approach

To make the solution-search tractable, we decouple the OptlmIZatIOIl problem into a path optimization and a veloc-
ity profile optimization ( ; ; ). The optimization approach,
summarized in Fig 13, proceeds in 4 stages:

1. Phase A: Path Optimization. This phase solves for a path that is guaranteed to be feasible (in terms of dynam-
ics and route constraints) for a range of constrained velocity profiles. The path is parameterized as a sequence
of sections which are either straight lines or arcs. The optimizer solves for each section 7 independently along
with a corresponding Wiim ;, such that the section is feasible for any velocity profile limited by Vjip, ;. In
the interest of time-optimality, the objective of this optimizer is to maximize the velocity limit Vi, ; while
keeping the total arclength of the section small.

2. Phase B: Velocity Optimization. This phase optimizes velocity at specific control points at the end of the
sections to minimize time. By ignoring jerk constraints at this stage and assuming a trapezoidal velocity
profile, we are able to solve this optimization very efficiently.

3. Phase C: Velocity Spline Fitting. This phase solves for smooth velocity splines that introduce jerk limits.

4. Phase D: Ground Frame Trajectory Repair. This phase combines the path from Phase A with the velocity
profile from Phase C to yield the final ground frame trajectory.

For simplicity of exposition, we drop the z coordinate from our formulation and note that the Z-profile is solved
independent of the X-Y profile while accounting for wind in a similar manner as described in later sections.

6.2 Phase A: Path Optimization

Let&(r) = {x (7),y (7),% (1)} be a path defined over 7 € [0, 1]. The first stage of the algorithm solves for a ground-
frame path Ew (7) = {zw (1), yw (7),¥w (1)}, 7 € [0,1] that respects corridor constraints. Path optimization is
a challenging problem because of a number of reasons - it must guarantee that the path will be dynamically feasible
when the velocity profile is determined subsequently and reason about time optimality. Moreover, the presence of wind
as a forcing function breaks the necessary decoupling between path and time, and must be dealt with in a principled
manner. Our solution structure addresses these concerns.

6.2.1 Parameterization

Solving for arbitrary path shapes is intractable, especially with lots of waypoints and large segment lengths. We restrict
our solution to the space of ground -frame straight lines &y and arcs &, with smooth curvature profiles, where the
path is a sequence {&}, &1 ., €2, €2 ...}, Arc end-points of £!  lie on the lines defined by waypoints (wp;, wp; 1)
and (wp;41,wp;+2) respectively. Thls parameterization also scales well with problem size. Instead of searching for
individual points along the path, only the arcs need to be explicitly determined, and the straight segments simply
connect their endpoints.
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6.2.2 Arc Optimization

Arcs are determined for every ordered triple of waypoints (wp; 11, Wp;t2, wp;+s). Limits on ¢ (roll), é and ¢ become
active along the arc, and must be satisfied. These constraints directly limit the arc’s curvature « and its derivatives with
respect to arclength (k' x”). It is essential to note that these curvature limits are not invariant - it can be shown that

they also depend on airspeed and acceleration according to the function CurvLimit (vmax, Pmax, gi.)max, émax, amax) :

K _ gtan gmax ’ _a ﬁ - g(égmax
max U12nax ; max 73 72 ) maz Uﬁ]ax ©
. 3a
(Oé = g¢max; /8 = 2’€mawamaxv Y= %)

Solving for a curvature profile that respects these limits guarantees that the path will be dynamically feasible when
the velocity profile is subsequently optimized with the same limits on airspeed and acceleration, which allows us to
effectively decouple solving for the path and velocity in a principled way. These dynamic limits are defined in the
air-frame; therefor, our approach solves for curvature profiles in the air-frame and projects them into the ground-frame.

Since curvature is constrained by airspeed, arcs function as velocity bottlenecks. To enforce time optimality, we
determine the maximum airspeed at which we can perform a turn with the least curvature, while respecting corridor
constraints. Finally, arcs are meant to carry out heading changes in the ground frame. To convert between ¢ and v,



we use the function HeadingInAir (Y, v, vy,):

Vw Sln('(/)W)
v

1) = acos (— )—;—i—ww @)

Algorithm 1 captures this process, while the following subsections explain how we determine arcs that effect a required
heading change.

6.2.3 Arc Parameterization

Let s be the arc-length along a path. Let £(s) be an arclength parameterized path. Building on ( ),
eacharc & is represented as a C1 curvature spline #(s) comprising a degree-4 polynomial 1 (s), a constant-curvature
section k2(8) = Kirans and another degree-4 polynomial x3(s). S}, S?, S ? denote the arclengths of the three sections,
and Sy denotes the total arclength. At this stage of the algorithm, we assume a constant velocity V.., ; along the arc
to determine its ground-frame shape. This velocity serves as the upper limit for this segment in a subsequent velocity
optimization. We can recover a ground-frame path £y (s) from x(s) using the function CurvPolyGnd (k(s)):

x(s) = /0S cos(Y(s)) + % /0S ds
o) = [ sin(wis)

Yw(s) = tan~" (18)

It is now trivial to carry out a change of index from s € [0, S¢] to 7 € [0, 1] by setting 7(s) = s/S and obtain &y (7).

(®)

To solve for one of the segments of x(s), we use CurvPoly (Ko, ks, S¥, Kmaz Fimaz: Kimaz):

find &

€))

9 represents an optimization problem that solves for the coefficients of a polynomial x(s) = a + bs + cs® + ds® + es*
given boundary value and inequality constraints that are active in [0, S¢]. A finite sampling of the interval [0, S¢]
yields a system of linear inequalities Ap < b, where p = [a, b, c,d,€]T. 9 can thus be represented and solved as a
Linear Least Squares problem. For efficiency, we solve this optimization problem offline with a range of boundary
values and constraints, and use the resulting curvature library for fast online lookup.

Algorithm 1, lines 4 to 15 highlight how the spline is constructed to satisfy the required A.
6.2.4 Final path and velocity limits

Once we have obtained all the arcs, we concatenate straight segments and arcs to yield the final ground-frame path
&w (7). Bach segment also has an airspeed bound imposed by Phase A for £ ., resulting in a set of airspeed limits
Viim = [‘/st,l Vargl ce VarC,N—2 V;'LN—I] .

6.3 Phase B: Time Optimization
6.3.1 Time Optimization Problem

This phase determines an optimal scheduling of speeds along a finite set of control points belonging to £y (7). The
2N — 4 control points are the start and end points of each turn segment, which divide £y (7) into a sequence of
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Algorithm 1: ArcOpt (wp;, WP;+1, WPi+2, Vuw)

for v < [Umax, Umin| dO

(Kmazv ’{;naxv ﬁ;”lnaa:) < CurvLimit (U, ¢max7 qsmaxa émaxa CLmax)
A1) < HeadingInAir (£(wp;t1, wp;t2)) — HeadingInAir (£(wp;, wpit1))
for Kk < [Kmin, Kmaz] dO
ka(s) =k
L .
for S} < [S}™, 7] do
k1(8) < CurvPoly (O7 K, Sty Bmazs Fpag KZZWH)
if k1(s) € () then
| break
3 1
St <S¢

k3(s) < CurvPoly (H, 0,5%, Kmazs Kags /@’,fmx)

1 3
g2 _ A= ()= fy ra(s)
f K

if SJ% > (0 then
L break

K(s) < [k1(s) ka(s) ka(s)]
arc,gnd (8) = CurvPolyGnd ((s))

it1 _
i 30 1 (€rcguals)) > O then

j=i

| break

return v, ggrc (5)7 ggrc,gnd (S)

straight segments &/, and turns &, .. We obtain the segment velocity limits Vi, from Phase A, along with the air-
frame path lengths S; for each segment. We further assume an acceleration dyax = Gmax — Etol Which is lower than
the acceleration limit of the system. While the current phase ignores jerk, using a lower acceleration at this stage allows
us to fit a jerk-limited velocity spline at a later stage. The optimization problem now is to determine the control-point

velocities {XZ} which minimize time (where Vo = Vitart, VN+1 = Vyoal):

minimize ¢y ({VZ}, {Si},dmax)
{Vi}

i

subject to Vi < Viim,i
72 72

7

< S;
2dmax - ’

The total time ¢ ¢ is defined as follows-
tr=> t
i

Given a pair of consecutive point velocities V,-, ‘71‘-5-17 t; can be computed according to the following-

bmaxSi + V2 + V2
Vmid — min \/ maxi 5 7 i+1 ’ ‘/lim,i

’ :2Vmid—‘7z‘+1—‘7z‘ n <S»— QVriid_Viil_Vf) 1

7 ~ ~
Gmax 20max Vinid

This is solved online using NLopt ( ), an open-source nonlinear optimization library.

(10)

(1)

12)
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6.3.2 Algorithm for Initialization

Algorithm 2: VelOpt(Vyoa1, Vstart, {Viim,i }, {Si }, @)

(Vi Watarts (Vori}  Vioar} s Visited < {0} 3

‘71 <— MakeFeasible (VO, ‘71, a, Sl) ; VN <— MakeFeasible (VN_H, VN,CL, SN);
Visited[0] < 1; Visited[N + 1] « 1;

repeat

1 < Minimum ({ﬂ}) s.t. Visited[i] = 0;

if Visited[i — 1] = 0 then

L Vi_; <+ MakeFeasible (V},Vi,l,a,&)

if Visited[i + 1] = 0 then

L Vz‘+1 < MakeFeasible (Vl, ‘7i+1,a, Si_,_l)
Visited[i] < 1;
until Visited[0..N + 1] = 1,

Algorithm 2 is used to feasibly initialize the nonlinear optimization problem above, which results in significant im-

provements in convergence rates. It uses the function MakeFeasible (Vl, Vg, a, S) , defined as:

Vo =/ V2 + 248 (13)

6.4 Phase C

This stage operates on {Vl} and fits a smooth, jerk-limited spline V; (¢) between each V; and Vi+1. V; (t) is derived
by integrating a C1 acceleration spline a(t) comprising a degree-3 polynomial a; (¢), a constant-acceleration section

as (t) = atrans and another degree-3 polynomial ag (). t}, tfc, tfc denote the time spanned by the three sections, and

t¢ denotes the total time of the spline. Each acceleration spline segment effects a velocity change from some V; to

Vit1, and is exactly analogous in structure to the curvature spline described earlier. We omit the details of computing
these splines, since they are the same as for the curvature splines.

Once all the spline segments have been computed, they are combined to yield the final airspeed spline V (¢), ¢ €
[0,¢f]. It is important to note that time has been used here merely as a suitable parameter to compute these splines, and
that it does not represent the actual time profile of the trajectory. V' (t) is thus converted to V' (7) by setting 7 = i, and
consistency of 7 with Phase A is maintained by construction. The next stage computes the final time-parameterized
trajectory.

6.5 PhaseD

At this stage, we have a ground-frame path £y (7) (Phase A), a ground-referenced heading profile ¢y (7) (Phase
A) and an airspeed profile V' (7) (Phase C). We obtain a ground-referenced, time-parameterized trajectory o (t)
according to the following-

1. Obtain a ground speed profile:

ow () =V ()7 = 02 sin? (w (7)) + v cos(w (7)) (14)

2. Obtain the ground-frame distance profile:

() d
Sw(r) = Swia(r) = [ Vixy@Pd, v =3 (15)



o R NN R W N -

3. Compute the time profile:

S 4Sy
— 16
() / e (16)

At this point, it is trivial to replace T with ¢ (7), and obtain a time-parameterization.

4. Compute the air-referenced yaw profile:

i (pw (O sin@w ()
ot =atan (Ot o) n
5. Compute the roll profile:

dw (1) = 6 (1) = atan (W) (18)

The final ground-frame trajectory oy (t) = {zw (¢),yw (t), ¥w (t), ¢w (t)} is now complete.

7 Trajectory Planning Algorithm

The trajectory planning algorithm module is tasked with producing feasible trajectories upto a finite horizon as shown
in Fig. 9. It takes as input the original planning problem and produces a planning solution. Since the planning problem
contains a global route guide trajectory, this module does not have to solve the full problem. If there are no obstacles
or no-fly-zones, then this module simply feeds forward the route guide trajectory. If obstacles or no-fly-zones are
present, the module computes a finite horizon trajectory that is valid, that connects to the route guide trajectory at the
horizon and that copies over the velocity profile of the route guide trajectory.

7.1 Receding horizon problem generator

This sub-module takes the original planning problem I',; as input (Fig. 9). It then decides a horizon ty,, to plan to and
produces a corresponding receding horizon planning problem I'yy,;,,,. This receding horizon problem is then passed
along to the other submodules. The horizon restricts the scope of the planning so that the planning algorithms can
produce solutions within the real-time constraints. This also allows the planning to scale to arbitrarily large distances.

Algorithm 3: CreateRecedingHorizonPlanningProblem(I'y,p,, thor)

(8, 9> F s H, Lvalids Urg) < Unpack (Fpp);
tproj ¢ Project (s,0vg);

tﬁor < Propagate (Urg7 torojs 5hor);
if ¢} > min (thor + Ehors tf (01g)) then

L thor A tﬁor;
U;’é — ChOp (Urg7 tPTOja thor);
Ejalid + FilterRelevant (Xyalid, thor);

+ +3.
Frhpp — (S, g, ‘F’ H’ Evalid’ Urg) ’
return (Iyypp, thor);

Algorithm 3 describes this process for creating a receding horizon planning problem. Line 2 projects the start state s
on the route guide trajectory o,g. This is done by iterating through states in 0,z and returning the time index tpyo; of
the closest state according to the 3D Euclidean distance. Line 3 computes the time index of a potential new horizon
tﬁor by propagating the state oy (tproj) forward by a distance of dpo, along 0. Line 4 checks whether the new horizon

is at-least ey,,, greater than the current horizon ¢y, and updates ¢y, if that is the case. This condition is enforced

t+
hor
to make sure the horizon does not move every time step invalidating old plans. Line 6 creates a new route guide or;%
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by copying o, from start time t,;.; to end time ?y,.,. Line 7 filters the obstacle and no-fly-zone constraints to remove
obstacles that are not withing the horizon ty,,,. We will discuss in Section 7.1.2 how this filtering is performed to
retain completeness. The updated components are packed to create the receding horizon planning problem I'yy,p,,. An
illustration of this algorithm is shown in Fig. 14.

7.1.1 Dealing with multiple touchdown sites

The goal state g in I'y,,pp, represents a set of potential touchdown sites. This set is copied directly from the original
planning problem I',;,. As long as the horizon is smaller than the terminal time, i.e. thor < tf (01g), the goal state g is
considered inactive. In such situations, the goal of the trajectory planning module is to simply plan till ¢ ¢ (oﬁé).

Once thor = ty (0vg), the planner is expected to plan to the goal state g. If the goal state has multiple touchdown sites
(which are provided by the perception module and change with time), the planner has to produce a plan to each of
these states. This can potentially increase the computational load on the planner. We describe in Section 7.6.1 how we
deal with this issue.

7.1.2 Dealing with potential violation of completeness

A potential danger of receding horizon planning is that, although it helps in real-time performance by reducing the
search volume, it can potentially violate completeness. Completeness in this context implies that given a solution
exists for the original problem I',, will there be a situation where Iy, does not have a solution? A simple scenario
where completeness is violated is if the horizon point 0%, (t) is invalid, i.e. o (t5) ¢ X7 14-

To fix this, we filter the constraint set X7 . .. This filtering not only ensures o (t;) € X . . is always true, but that
valid rg\Uf valid
o, (ty) is always reachable. Hence, a section of the route guide of distance pyo, preceding o (¢ ) must be forced to



be valid as illustrated in Fig.15. As the robot progresses, the horizon is updated, ¥’ ., is also updated and the robot
never ends up actually violating >.1;q. Fig.15 illustrates this phenomenon.

We summarize how we select the parameters:

1. The horizon distance (dn;): We set this as large as possible such that planning within a real-time budget is
possible given the computation constraints. Since we plan at 1 Hz, and we fly at speeds of up-to 50 m/s, we
set this value to 3000 m.

2. The scrolling threshold (e1,,): We set this to ensure old plans are valid for a few planning cycles before being
invalidated by the horizon being updated. We set this to a value of 500 m.

3. The filtering radius (pnor): We set this to be the minimum turning radius at the highest speed, i.e. 600 m.

7.2 Nominal planner

The role of the nominal planner submodule (Fig. 9) is to produce a planning solution in nominal situations. These
are situations where it is not necessary to invoke the planning module - it suffices to re-use the route guide trajectory
which was computed in absence of obstacles. The input to the module is the receding horizon planning problem
Tinpp = (8,9, F, H, Evatid, 0rg). The output of the module is a nominal trajectory onom (%).

We need to define a subproblem for computing the nominal trajectory. At a given planning cycle, if the start state
of the robot is on the route guide trajectory, then nominal solution is simply the route guide trajectory segment up
to the horizon. However, if the start state is not on the route guide trajectory (e.g. because the system had to avoid
an obstacle), this solution wont suffice. We assume that even in such situations the nominal planner should try to
minimize deviations from the route guide trajectory. This is because the route guide trajectory was computed taking
into account all global constraints - always trying to stay close to this trajectory results in predictable behavior. We
also want the nominal planner to solve the a relaxed version of the original problem where we ignore the obstacle and
route constraints. As we will see, this relaxation allows us to solve such problems efficiently.

We define the nominal planning problem as follows:

Problem 2 (Nominal planning problem). The nominal planning problem is formally defined as solving for a nominal
trajectory onom that minimizes the projection error from the route guide trajectory while satisfying boundary and
dynamics constraints.

ty

min / it ||0nom (£) — ong(7)]] dt
Onom,ty 0 T

s.t Onom(0) = s

C’nom(tf) = Urg(tf (Urg))

]:dyn(o'norn) =0

den(anom) < 0

19)

The constraints are relaxed as the route inequality constraints and the safety constraints Xy,3;4 are removed. Because
of the boundary and the dynamics constraints, this problem is still a non-linear optimization problem. However, we
can approximately solve such problems using the Dynamics Projection Filter (DPF) ( ).
This is a non-linear projection operator that can project an infeasible trajectory to the feasible set using a feedback
controller. If we invoke such a filter with s as the initial value and o, as the trajectory to follow, we get a solution
Onom that not only satisfies the dynamics constraints by construction but also reduces the projection error' Details
about DPF is described in Appendix C.

The employment of DPF for computing nominal solutions results in very small computation times - we can easily
solve for dynamically feasible trajectories that are 3000 m long within the 100ms time budget that we allocate. The
success of the method can be attributed to the heavy lifting of the route guide trajectory, the fact that the s does not
stray significantly from the route guide. As illustrated in Fig. 16(a), the nominal solution closely approximates the

"However, it is not directly optimizing the stated objective. Rather, the feedback controller inside the filter is defining a tracking error which
leads to a reduction of the projection error.



Output of DPF is feasible as it satisfies all constraints, DPF violates route constraints - results in
hence this is returned as the planning solution avoidance problem that requires planning

Nominal
Trajectory
Onom (t)

’ . ~
Route Guide Route Guide ¢ Nominal
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Figure 16: Success and failure scenarios for the nominal planner which solves a relaxed version of the original problem.
(a) The DPF produces a solution that closely approximates the route guide trajectory and happens to satisfy the route
constraints. In such situations, this is a desirable solution to follow. (b) The DPF produces a solution that violates route
constraints. In such situations, the nominal planner does not suffice and a planning algorithm needs to be invoked to
solve it.

Nominal solution infeasible. Trajectory selector filters illegal Best solution selected and
Ensemble of planners invoked. solutions to get a valid set returned as planning solution

Osol

ét o

Minimum cost solution

Tllegal solution as too far from start state from valid set selected
(a) (b) (c)

Figure 17: Tllustration of the trajectory selector (a) Since the nominal solution is infeasible, an ensemble of planners
is invoked. This planners solve for receding horizon trajectories that are feasible. Solutions from previous time steps
are also retained in a buffer. Here X, has 3 trajectories: Yens(1) is a newly planned trajectory, Yens(2) and Yens(3)
are old trajectories from a previous time step (b) The selector filters illegal solutions (e.g. solutions that originated
from before the start state and cannot be repaired) to get a valid set X7 .. Here Ye,5(3) is filtered out but Yep,s(2) is
repaired. (c) The best solution is selected to be o5o) = Lens(2).

desired solution that we would have obtained had we invoked the route guide to solve the entire problem at every time
step (the route guide takes several seconds to compute a solution).

However, the nominal solution does fail when there are obstacles or no-fly-zones in the environment. For such sit-
uations, a planning algorithm needs to be invoked. There are other situations as well where even in the absence of
any obstacles, the nominal solution fails as shown in Fig. 16(b). These are situations where the route constraints are
violated, thus requiring a planner to compute a solution.

7.3 Trajectory selector

The role of this submodule (Fig. 9) is to select the best solution to send as output back to the planning state machine
module. It takes as input the nominal solution .1, It also takes as input solutions from an ensemble of planners in
the event the nominal solution is infeasible. The output is the selected solution o).
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Algorithm 4: TrajectorySelector(I'vhpp; Onom; Zens; Tsol)

(5,9, F, ", Evalid, Org) < Unpack (I'ihpp);
if F (0nom) = 0 and H (0nom) < 0 and opom € Zvalia then
L Osol <= Onom>
else
Eens — Z:ens U Osol »
Y1« FilterIllegal (Zens, Dinpp) ;
Osol < argminJ (o) st F (o) =0,H (o) <0;

ceshie

return og.;

Algorithm 4 describes the selection algorithm. Line 2 checks if the nominal solution oy, is valid. If so, the solution
is selected and returned. If oy,0p, is infeasible, an ensemble of planners is invoked. The trajectory selector collects the
set of solutions returned by the ensemble. It retains a buffer of such solutions, including previously selected solutions,
as described in Line 5. It then filters out illegal solutions as described in Line 6. Illegal solutions can belong to a
couple categories:

1. A solution that cannot be repaired to start from the current start state.
2. A solution that plans to an older horizon.

From the filtered valid set, the solution with the minimum cost is selected and returned as shown in Line 7. An
illustration of this selection is also shown in Fig. 17.

7.4 Solving avoidance problem with an expert planner
7.4.1 Avoidance planning problem

We describe the avoidance planning problem as follows:

Problem 3 (Avoidance planning problem). The avoidance planning problem is formally defined as solving for a
trajectory o up-to the receding horizon that minimizes the original cost function while satisfying original dynamics
and safety constraints.

G /()

s.t a(0)=s
o(ty) = ovg(ts(ong)) (20)

F(o)=0

H(o) <0

0 € Yyalid

This is essentially the original planning problem with the one modification - the goal point is now the end of the route
guide segmented at the horizon. Hence this problem is computationally simpler than solving the original problem.
Also note that the route guide itself is a solution to the global problem in absent of obstacles - hence a planning
algorithm can use the spatial and velocity profiles in the route guide to aid in solving this problem. However, unlike
the nominal problem in Problem 2, we do not penalize deviation from the route guide as it may lead to undesirable
behavior.

7.4.2 Expert planner

The planning problem in Problem 3 is a high dimensional kinodynamic planning problem which is required to be
solved in real-time (= 1 Hz). Although this is an active area of research with methods such as Kinodynamic
RRT* ( ) and SST ( ) pushing the state of the art, it is impractical to
apply such methods to the full problem.
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Figure 18: Overview of an expert planner.

We follow guidelines presented by ( ) and ( ) and decouple the approach into path
planning and trajectory planning. However, we observe that there are multiple ways to achieve this decoupling - the
success and failures of which depends on not just the dynamics of the system, but varies with planning problems. For
example, ( ) describe a curvature rate constrained system being treated as a Dubin’s car (

) to plan a path, following by a “smoothing” method such that a feasible time indexing can be applied. However,
planning with the Dubin’s car model might not always be a suitable relaxation. In some cases, planning with a smooth-
ness constraint, or even unconstrained planning - followed by the “smoothing” method and time profile assignment can
provide acceptable performance. We first present a framework to allow this flexibility and give examples of different
relaxations being suitable in different context.

In this paper, we propose the framework of an expert planner to solve the planning problem in Problem 3. An expert
planner defines a mapping from the original problem to a surrogate low dimension path planning problem, solves this
efficiently using a base planning algorithm, and projects the solution back into the full space to form a trajectory. The
term “expert” is borrowed from ( ) to denote that the different modules in the expert planner framework are
not independently chosen at random but instead carefully assembled by an expert.

Fig. 18 shows an overview of an expert planner. It consists of 3 main modules.

1. Surrogate Problem A: The expert planner first maps the high dimensional problem I';1,,,, to alow dimensional
surrogate path planning problem A with the expectation that a solution to the surrogate problem can be
processed to produce a candidate solution to the original problem. The surrogate problem is a tuple A =

(S , Xs, Xg, J , F , ’;Q, évalid) where S is the search space, (xs, Xg) is the pair of start and goal states, J is the

objective and <f' , 7:17 évand) are the constraints.

2. Base Planning Algorithm O(.): The expert planner invokes a base planning algorithm to solve the surrogate
problem. This base planner is an operator O (A, 6) that maps the surrogate problem A and base planner
parameters 6 to a path £(7). A path is defined as a functional mapping £ : [0,1] — S.

3. Projection to Original Space: The expert planner finally projects the path £(7) to a trajectory o(¢) in the
original space. This is done in a two step process. Firstly, a velocity profile is assigned to the path from the
route guide o,,. The operator FitVelProf(, o,s) maps the path {(7) and the route guide o, to a velocity
profile v(7). We do this by solving for a linear mapping between 7 and ¢. Since the length of the solution
£ is more than o, this mapping does not result in a violation of velocity (and derivative) limits. Secondly,
a dynamics projection filter operator DPF(s, £, v) is used to map an infeasible path to a dynamically feasible
trajectory. Description of the filter is provided in Appendix C.

Fig. 19 illustrates the expert planner procedure. An expert planner satisfies the following contract - it takes as input the
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Figure 19: Mapping the original problem to a surrogate path planning problem. (a) The input problem where the route
guide is infeasible. It is still used for its velocity profile (b) A surrogate path planning problem is created and solved.
The velocity profile from the route guide is carried over. (c) The dynamics projection filter is applied to obtain a
feasible trajectory. Because the surrogate path constraints were chosen appropriately (also taking wind into account),
the filtered trajectory does not deviate significantly.

planning problem I',y,,p,, and produces as output either a feasible trajectory o (that satisfies F (o) = 0, H(o) < 0,0 €
Yvalid) or an empty solution (). Hence the output can directly be used without the need for any kind of post-processing.

Example 1 (Mapping high speed flight to surrogate problem on curvature+glide-slope constrained state space). We
now discuss an example class of expert planners that are applicable when the helicopter is moving at high speeds, i.e.

||(t) §(t) 2(t)|], > verie Where high speed dynamics constraints are active.

Table 1: Surrogate problem on curvature+glide slope constrained state space

Space Start / Goal Objective Constraints
S=R3050(2) Xs = (82, 8y, Sz, S¢) = /IH H F: ¢ =tan! (ﬂ)
S X )y 92 J — T dT T
£00,1] = (z,9,2,¢) q = oug(ty) & 0 <) Hoo <
Xg = (Qx7Qy7QZaqw) (@ ty )

Hvalid :  corr(z,y,z) <0
nfz (z,y,2) =0
ttC(l’, Y, Z) > tcoll,min

Table 1 defines the mapping of the original problem I',y,p,;, to the surrogate path planning problem A. The search space
S = R? 0 SO(2) is a composition of the R? position space and 0SO(2) heading space. The start and goal states are
obtained by copying the (z,y, z, 1) values from the original start state s and the route guide terminal point o, (%)
respectively. The objective is the arc length of the path (only position space). This is chosen as the original objective
J (o) minimizes traversal time.

We now have to constrain the path such that we are able to project it to a feasible trajectory. Based on the high speed
dynamic constraints specified in Section. 3.3, an useful approximation is to use the Dubins’ car model ( )
for z, 3, 1. In this model, the heading is chosen to lie along the arc tangent, i.e. 1) = tan™! (%) . The curvature of the
path is also bounded. We choose a curvature bound such that for the maximum speed required, the path will result in
a feasible trajectory, i.e. the DPF(.) will not diverge.

We set the curvature limit K.y = % where R, is a conservative minimum radius given the maximum airspeed

)
min

v, in the route guide, the wind speed v,,, the maximum roll angle ¢, and the maximum roll rate (ﬁmax defined as



follows:
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02 (1 + (%:) +2 (f}—:) cos 9) N T G

Rpin = —2%— max - 21
g tan Gmax 0€(0,27] 1+ (”—w) cos @ Va Pmax
Va
The first term in the expression is the minimum radius in air frame multiplied by the maximum inflation due to the
presence of wind. While this is not analytic, a lookup table of this factor can be computed and referenced. The second
term is to account for the roll rate constraints and the lag induced.

z

We also set a limit on the glide-slope, i.e.

< Ymax- This can be bounded as follows:

Vz,max
Ymax = (22)
Vg

The helicopter performance constraints can further constrain the glide-slope as described in Section 7.6.2.

The remaining constraints ensure that the path is inside the route (i.e. corr(z,y,z) < 0) and the path does not
intersect with any no-fly-zones (i.e. nfz (x,y,z) = 0). By assuming a constant speed v,, we can also transfer the
time to collision constraints ttc(z,y, z) > teoll min- For efficiency purposes, when computing ttc(x,y, z), we use
only about the nearest obstacle as the relevant set Prej = pobs ([ y 2]).

A scenario that may occur when applying DPF(.) is that the output trajectory will deviate from the planned path. Hence
even if the planned path avoids invalid regions, the output trajectory might violate X45;9. To overcome this, we do
two things:

1. We increase the value of Zcq11,min by €1 for the surrogate problem.
2. We expand each of the no-fly-zone polygons by €5 for the surrogate problem.
Values of €1 and ez must be chosen based on maximum deviation expected from DPF(.).

We now have a fully defined surrogate path planning problem A. We can choose from a wide range of base plan-
ning algorithms O() to solve the problem. One such class of algorithms is geometric sampling based planning
such as RRT* ( ), Informed RRT* ( ), BIT* ( ),
FMT* ( ), etc. Another such class is discrete search on a lattice of motion primitives (

). Appendix B describes the list of planners that we have experimented with.

We now describe one such planning algorithm RRT+Tunnel. This algorithm forms the base of expert planners
RRT+Tunnel!, RRT+Tunnel? that is commonly referred to in this paper. This algorithm modifies a sampling based
planner RRT* to sample in the workspace - specifically in a tunnel around a nominal path. While workspace sampling
does infact violate the completeness and asymptotic optimality of the algorithm, for the range of problems we were
solving we found it to have good real time performance. We describe the algorithm in Algorithm 5. For details on the
parameters used in the planner, we refer the reader to Appendix B.

Example 2 (Mapping both high and low speed flight to surrogate smooth optimization). This example class of expert
planners is applicable at both high and low speed since the surrogate problem simply enforces smoothness. Table 2
defines the mapping of the original problem I',y,p;, to the surrogate path planning problem A. Here, the search space
is S = R3. The start and goal states are obtained by copying the (z,y, z) values from the original start state s and the
route guide terminal point o, (%) respectively. The objective is the arc length integral of smoothness and a time to
collision objective defined on a path. The constraint is the nonlinear glide slope constraint.

The class of expert planners we used to solve such problems is covariant gradient descent (CHOMP) as described
in ( ). Note that the vanilla version of the CHOMP algorithm is unconstrained. However, we can
extend it to handle linear inequality constraints while still retaining its efficiency.

We also have the velocity profile v(7) for the path. This allows us to transfer the time to collision function ttc(p, v) to
a function ttc(x, y, z). For efficiency purposes, when computing ttc(x, y, z), we use only about the nearest obstacle
as the relevant set Py) = pobs ([ ¥ 2]).
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Algorithm 5: RRT+«Tunnel

Vixs; E< 0
while planning time budget left do

Prand < Tunnel(dtunn) ; > Sample a R3 position from a tunnel dumn around the
nominal path

Xnearest < Nearest (G = (V, E), Prand) ; > Find nearest vertex using distance in R?
(Xnew Pnew) < Steer(Xnearests Prand) ; > Steer vertex towards position to get new

state and position
if Valid(Xpearest, Xnew) then
Xnear = Near (G, Prew) ; > Find set of near vertices in G to Ppew in R3
Xmin € Xpearest 5 Cmin < COSt(xncarcst) + C(charcstaxncw) 5 > Initialize best parent Xmin
and cost Cmin
foreach x,c.r € Xpear do
Xend ¢ Steer(Xpear, Pnew); > Steer from candidate parent towards position to
get state
if Valid(Xnear, Xend) @nd Cost(Xpear) + ¢(Xnear, Xend) < Cmin then
Xnew €~ Xend 5 Xmin < Xnear ; Cmin < COSt(Xnear) + C(Xnear; Xnew);

V + VU{Xpew} > New state added to set of vertices
E + F U {(Xmin; Xnew)} 3 > New edge added to set of edges
G <+ Rewire(G, Xpew) ; > Rewire graph as in original RRT#*

return ¢ < GetPath(G,xg);

Table 2: Surrogate problem on space of smooth trajectories

Space Start / Goal Objective Constraints

€[0,1] = (2,9, 2) Xg = (gw;gyng)

S=P Xs = (52,5, 52) j@:/ol (A“’f(7>“z+ He e <
e 112081 ) R s

[1]:

We now describe the ConstrainedCHOMP algorithm. This algorithm forms the basis of commonly used expert
planners CHOMP', CHOMP?2. Algorithm 6 states the algorithm. The key trick is to linearize the glideslope inequality
constraints and no-fly-zone / corridor constraints. The steepest descent direction can then take into account these
constraints while updating the trajectory. The gradient of the cost function can be computed in a similar fashion as the
original CHOMP algorithm ( ).

Algorithm 6: ConstrainedCHOMP

1 {1 < GetInterpolatedPath(Xs,Xg,0) ; > Create path by interpolating at § distance
21+ 1;

3 while planning time budget left do

4 G« VJ&): > Evaluate gradient
5 Convert constraint H(&;) < Yimax to linear inqeuality HE < I;

6 Convert constraint évaud(gi) < 0 to linear ingeuality K¢ < I;

7

Solve &1 < argmin({ — &)TG+ [ — &l 4 st HE< T, KE<T > Solve QP
13

8 return f — mingi j(&) s.t. 7:[(67,) < “Ymax ,évalid(fi) < 0;
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Figure 20: Merits and pitfalls of precision planners. (a) A smooth optimization approach about an initial guess,
CHOMP! (Appendix B) acts as a precision planner by dedicating its planning effort to search around the initial guess.
This works remarkably well in these cases and outperforms other general purpose planners. (b) However, there are
several cases when this planner fails catastrophically. In such a scenario, a relatively more general purpose planner,
RRT+Tunnel! (Appendix B), is still able to find an acceptable solution.

7.4.3 Distribution of planning problems

Our objective is to design an expert planner that maximizes real-time performance on the problems the robot encoun-
ters. An expert planner P as an operator that takes a planning problem I' as input and produces a trajectory as output,
i.e.,,oc = P (T). Areal-time expert planner is a module that is allocated a fixed time budget. If the planner is unable to
find a feasible, collision free trajectory within this time budget, it returns an empty trajectory ¢ = ). Hence the cost
of the output of the planner is always defined, i.e. J (P (I')) € [0, Jmax] for all planning problems T

We also define the distribution over planning problems the robot encounters as P(T"). This didstribution can be derived
from a mission flown by the helicopter. A typical mission is a series of flights that the helicopter has to do in a particular
geographical terrain. The planning problem encountered by the robot during such a mission are said to be sampled
from this distribution.

We have a database of terrain maps corresponding to different geographical regions. In simulation, we can load these
maps and sample different start and goal locations to create a database of problems {F}fil. Whenever the system has
to fly a real mission, we can retrieve the corresponding database. If the system is operating across multiple terrains,
databases can be merged to create a mixture distribution.

We define performance of an expert planner on a distribution of planning problems as the expected cost of trajectories
returned by the planner. Given a planner P and a planning problem distribution P(T"), the performance of the planner

N
is Epwpy [J (P ()] = > J (P (). We wish to design an expert planner P that has high performance, i.e., that
i=1

sufficiently minimizes expe?:ted cost.

We can quite easily create a library of expert planners for general UAVs as shown in Appendix B. Note that there is
no universally effective expert planner in the library. In-fact, based on the profile of their performance, we define two
categories of expert planners: general purpose planners and precision planners. General purpose planners are those
that work reasonably well on a large number of problems, but are generally unable to find the optimal path on any
problem (within the prescribed time budget). Examples are algorithms such as RRT* (Karaman and Frazzoli, 2011),
BIT* (Gammell et al., 2015), RRT-Connect (Kuffner and LaValle, 2000), A* on state lattice (I.ikhachev and Ferguson,
2009), etc. Precision planners are those that finds near-optimal solutions on a small number of problems but fail to
produce any solution on most problems. Examples are approaches using local trajectory optimization (Ratliff et al.,
2009; Schulman et al., 2013), shooting methods (Bryson and Ho, 1975) or custom samplers as illustrated just now.
Fig. 20 shows a real world example of the trade-off between these two classes.
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7.5 Training a meta-planner to select an ensemble of planners

We advocate the use of an ensemble of expert planners as illustrated in Fig. 9. At a given decision step, the planning
problem is provided to a meta-planner which selects an ensemble of planners to execute in parallel. Each planner is
independent of another and produces its own plan to solve the problem. The plans are provided to a trajectory selector
that takes the best of the solutions and sends it out.

7.5.1 Predicting a static ensemble

A static ensemble meta-planner takes as input a planning problem distribution P(T") and outputs a fixed ensemble &£
at every decision step. The motivation for a static ensemble is design simplicity and easier verification.

Algorithm 7: Greedy Selection of a Static Ensemble (P(T"), £)

Sample planning problem dataset {Fi}f\il from P(T);
Evaluate all planners P € L on {Fi}ilil to compute a cost matrix J € RV *I£l;
&« 0
while |£] < B do

Using J, select P* < argmin R (€ UP);

PEL\E

E+—EUP*

return &;

Algorithm 7 describes the greedy ensemble selection which iteratively picks the planner that minimizes the combined
risk the most. Line 1 samples a dataset of planning problems {Fi}fil from the distribution P(I"). Line 2 applies
each planner P € L on the dataset {I‘i}ivzl to create a cost matrix J € RV*II. Then line 5 is iteratively repeated to
compute the planner that minimizes the cumulative risk computed from J and is appended to the selected ensemble £.
We can see that this greedy selection algorithm naturally results in a diverse set of planners.

7.5.2 Predicting a dynamic ensemble

There are certain situations where a static ensemble does not meet a desired performance criteria. In such situations,
the ensemble of planners being used has to be dynamic - change with every decision step. This requires extracting
context or features from the planning problem. These features are then used by a classifier to predict which ensemble
to use. For our problems, we create a feature vector by sampling the workspace at a fixed resolution, checking if a
point is valid or not to create a 3D bitmap. This bitmap is flattened to create the feature vector. We then train an
ensemble using the procedure prescribed in ( ).

Algorithm 8: List Prediction for Dynamic Ensemble

Sample planning problem dataset {Fi}f\il from P(T);

Compute feature projections { f; }fvzl for each problem;

Evaluate all planners P € £ on {Fi}il\i1 to compute a cost matrix J € RV*I£l;

Create loss matrix L from J;

for k € {1,...,B} do
Train a predictor 7 to do loss sensitive classification using features { fi}f\il and loss matrix L;
Use the trained predictor 7% to update loss matrix L;

By,

)

return (7!: 7

Algorithm 8 describes the algorithm. There is an interesting interpretation of the training rule. As the predictors
are trained sequentially, they focus on different planning problems. The second predictor will focus on the planning
problems where the first predictor had low performance. The third will focus on planning problems where the first two
had low performance, and so on.
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Figure 21: Planning from a branch-off point to plan to multiple touchdown sites (a) We first plan a nominal trajectory
Onom to the nominal touchdown site which is the terminal point of the route guide o (¢ f). (b) We compute a branch-
off point b on ¢y,0,,. From b, we compute trajectories oy, 1, Obr,2, Obr,3 to each touchdown site g(1), g(2), g(3). (c)
The branch-off point is calculated at a distance d from the terminal point based on a landing zone radius of r, an
approach glide slope of Yapproach and a maximum glide slope of Ymax. This is to ensure that all points in the landing
zone are reachable from the branch-off in absence of obstacles.

7.6 Design decisions in planner implementation

We now discuss a handful of design decisions we had to employ to deal with various mission requirements and flight
performance charts. While these discussions are relatively less general, they do highlight some of the techniques we
use to make real-time planning tractable.

7.6.1 Computing a branch-off point to plan to multiple touchdown sites

As we mentioned before, the planning problem I';,, has a goal state that may correspond to one or more touchdown
sites. We begin with only one nominal touchdown site as specified by the user. As the helicopter approaches the nom-
inal touchdown site, the perception system is able to scan a landing zone around the nominal site. It then dynamically
populates the goal state with these sites. The planner is expected to plan to all these sites and return a set of solutions.
These solutions are then either processed by a higher level mission executive or examined by a human operator near
the ground to make a selection.

Since we do not have the computational budget to plan individually to each of the touchdown sites, we make a
simplifying assumption. As all the touchdown sites are spatially close (within a circle of 100 m diameter), we assume
there exists a branch-off point from which all these sites are reachable (in absence of obstacles). Hence, our strategy
is to plan a single trajectory to the nominal site first. We can then plan from the branch off-point to each of these
touchdown sites which is computationally simpler than planning to each of the sites.

Fig. 21(a)(b) illustrates this approach. We briefly sketch out the algorithm and then describe how to locate the branch-
off point. The following are the main steps:

1. We plan a nominal trajectory oy, to the nominal touchdown site. The nominal touchdown site is indicated
by the terminal point of the route guide 0,4 (% ). There is a requirement that this trajectory satisfies constraints
everywhere except within an €),,q distance from the terminal point. This is because the terminal point may
have obstacles, which has precipitated planning to alternate touchdown points.

2. We then compute a branch-off point b on oy, using (23). opom is then clipped up to this point.
3. For each touchdown site ¢(7), we plan a path &, ; from b using a Dubins primitive and interpolating in Z.

4. For each path &, ;, we copy the speed profile v(7) from the route guide o, and invoke the dynamics projec-
tion filter to get a trajectory o, ; as opy i = DPF(b, &y i, v).

5. If &y i is valid, we concatenate it with oy, and append the trajectory to the set of solutions to return.

Fig. 21(c) illustrates how such a point can be calculated using the maximum glide-slope during the landing segment.
Given a landing zone radius of 7, an approach glide slope of Yapproach and a maximum glide slope of p,ax, We choose



e 4y

\ L J Wind Feasible trajectories
. ®
% V) o I...’» A
e ( o
o o— |
v ‘' — —®
NS C Query pose

= N | ]
. e [ - Infeasible trajectories
D & X
i (b)

Figure 22: (a) A unit circle library of maneuvers. This is the recursive unit of the end game library. From the origin,
maneuvers are computed backwards to different poses on the unit circle. (b) Test time use of the end game library.
Given the wind direction, the library is oriented to point into it. Given the query, a set of candidate trajectories is
returned. All infeasible trajectories are pruned.

the branch-off point to be at a distance d from the terminal point computed as:

1

1 — tanYapproach

d=r (23)

’Ymax
For our application, 7 : 50 m, Yapproach : ° and Ymax : 10°, d ~ 100 m.

7.6.2 Glide slope from torque constraints and autorotation

We now discuss how we deal with two of the helicopter chart constraints - the torque and autorotation limits charts in
Section 3.3. We want to solve surrogate path planning problems that would result in trajectories that end up respecting
such charts. We will do this by deriving a bound on the glide slope v (positive for descending, negative for climbing).
This is then used in surrogate path planning problems as described in Example 1.

We first describe a bound obtained from the torque charts in Section 3.3. Let v, be the maximum commanded air-
speed. Given the operating temperature and pressure, we can look up the maximum level flight torque Tievel =
GetLevelTorque(v,) from the chart in Fig. 6(b). Since the total maximum torque is Tyax, this gives us a budget
of Telimb = Tmax — Tlevel fOr climbing. We can use Fig. 6(c) to back out a bound on the vertical climbing speed
v, = GetClimbSpeed(7ciimpb). Note v, is negative. This is used to obtain a negative bound on the glide slope v > z—z

We next describe a bound obtained from the auto-rotation charts in Section 3.3. Fig. 6(c) shows a chart of the descent
speed versus the level flight speed, where certain sections of the chart are not in autorotation. Let v, be the maximum
commanded airspeed. In Fig. 6(c), we find the maximum descent speed v, such that for all speeds below it, the
combination is not in autorotation. Note v, is positive. This is used to obtain a glide slope v < Z—z

Note that we may have an asymmetric glide slope constraints as a result of these different charts. There is an addi-
tional constraint arising from the maximum vertical speed (both climbing and descending). All these constraints are
combined.

7.6.3 End game library to deal with constrained landing and LTE charts

So far in our discussions, we have made an implicit assumption about the descent leg of the mission. We have
assumed that the approach direction as specified by the waypoints of the mission is in fact desirable. However, when
the approach direction is not aligned to face the wind direction, this is not the case. This is because of potential
violations of the LTE chart as described in Section 3.3.

Satisfying the LTE constraints can be tricky. Nominally if the approach direction is aligned at 7 rad with the wind
direction, then this constraint is trivially satisfied and we do not need to take any action. However, in the extreme



case when the approach direction is aligned at 0 rad with the wind direction, this requires a maneuver known as the
button-hook. This is a maneuver that changes the heading of the vehicle by 7 rad at such a speed so as to always stay
in valid areas of the LTE chart. This maneuver can get difficult since it requires reasoning spatially and in velocity
space. It can get additionally difficult when there are obstacles near the landing zone.

We solve such problems with an end game library depicted in Fig. 22. The end game library is a set of motion primi-
tives computed in a backwards fashion from the touchdown point outwards. Primitives in the library are dynamically
feasible trajectories created offline. The motivation for creating a library is that the pre-landing phase is relatively
challenging requires planning both spatially and velocity to satisfy all constraints. On the other hand, since the ma-
neuvers are restricted to a radius around the landing site, a lot of pre-computation can be leveraged. Hence we employ
a precomputed library.

7.6.4 Take-off library respecting the H-V curve

The final design consideration we discuss is the constraint due to the Height-Velocity curve as described in Section 3.3.
We observed empirically, that the only time such a constraint is in danger of being violated is during take-off. This
happens when the take-off profile is too steep. On the other hand, a very shallow take-off profile is likely to collide
with trees around the take off location.

We found that this constraint can be satisfied by pre-computing a library of take-off maneuvers. Each of these ma-
neuvers are computed by forward integrating different choices of forward and vertical velocity profiles. At execution
time, the planner iterates through the library to select the maneuver that is not only collision free but also achieves the
desired terminal climb rate.

8 Guaranteeing Safety — the Trajectory Executive

The role of the trajectory executive is to guarantee safety of the system (Fig. 9). It does so by taking as input the finite
horizon trajectory computed by the planning algorithm and checking whether it is guaranteed safe, i.e. if there exists
an evasive (or emergency) maneuver that originates from the trajectory. An evasive maneuver is an infinite horizon
trajectory that lies in the known free state space. Usually such trajectories are loiter patterns (at high speeds) or hover
commands (at lower speeds).

Determining such maneuvers is computationally challenging, especially when the robot has non-linear dynamics.
Additionally, it is required that the safety evaluation have a low worst-case response time so that it can keep up with
the rate of online motion planning solutions and recently detected obstacles, such as popup no fly zones. In order to
ensure online capability of the safety evaluation, the problem is decoupled from goal-based planning and split into an
offline and online part. The offline part precomputes an optimized set of trajectories enabling the robot to reach a safe
state and stay within the known obstacle free region for an infinite time horizon. These safe trajectories (shown in
Fig. 23) respect dynamic limits, account for wind, and are generated in a manner similar to the trajectory optimization
approach described in Section 6. The online part stitches these to the safe portion of the planned trajectory for possible
execution.

8.1 Safety definition

Let x(t) be the state of the robot at time ¢. The workspace of the robot is defined as WV and the occupancy of the robot
system in the workspace at a certain state is given as A(x(¢)) C W. The observed space of the workspace, i.e. the
area cleared by the sensor at a given time ¢ is denoted as X', C W. The occupancy of the known obstacles at time ¢ is
given by O, C Ky C W. Let o(x) be a trajectory rooted at state = and let o(x, 7) be the state of the vehicle at time
7. In a static environment, any state x along a trajectory followed by the vehicle can be considered terminally safe if
there exists a safe trajectory o(z) which completely lies inside the known obstacle-free space at that time. Equation
(24) presents this definition formally:
Definition 1 (Motion Safety).

Vi, V7, Jo(x) : Alo(z, 7)) C (Ke \ Of) (24)

In the next sub-section we discuss how this safety definition is used to ensure vehicle safety.
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Figure 23: The executive ensures trajectories are guaranteed safe. (a) The motion planner sends a planned trajectory
to the executive (b) The safety checker queries an emergency maneuver library to ensure maneuvers exist from the
trajectory that lie entirely in known free space. The maneuver is attached to the trajectory and the guaranteed safe
trajectory is passed to the control system (c) Eventually the safety checker encounters a case where the library is
unable to find a maneuver for the trajectory (d) The safety checker tries to slow down the vehicle until the library is
successful. If not, the safety checker reverts to the previous guaranteed safe trajectory.

8.2 Ensuring safety

Safety is ensured by two sub-modules - safety checker and evasive maneuver library (Fig. 9). The library consists of a
diverse set of evasive maneuvers { M, } that fulfill the definition of safety as described in (24), and whose construc-
tion is detailed in ( ). The safety checker is a sub-module whose purpose is to ensure that the vehicle
stays in known, safe space, by consistently checking the safety of the last planned trajectory and stitching maneuvers
from the aforementioned library to it. Given the complexity of the algorithm we separate the significant parts into four
sections: New Solution Validation, Maneuver Retrieval, Maneuver List Update, and Executing Trajectory Update.

8.2.1 New solution validation

Algorithm 9 shows how the executive nominally operates during a mission. At each iteration, the executive is allowed
to query for a new planning solution ¢, should one exist (as seen on line 5). If part of the received solution is
perceived to be safe at least beyond some time threshold (as described in algorithm 10) it is stitched to the trajectory
set aside for execution ., (to be followed by the rotor-craft). To ensure safety along a trajectory above some time
horizon, one only needs to check if the trajectory up to that horizon is safe and ends in a terminally safe state. Similarly,
in algorithm 10 we check if there exists at least one safe maneuver between ¢,,;, and t5,. to ensure the trajectory
is safe at or above some time ?,,;,. As time moves forward so does the look ahead time for following a trajectory
tlookahead- e pass this along with some buffer to 10 to ensure the safety of the trajectory in question is at least above
some horizon from the current look ahead time.

8.2.2 Maneuver retrieval

Algorithm 11 shows how a list of evasive maneuvers are retrieved for a given trajectory ¢ along a timespan between
tmin and t,,4,. Starting from the end, a set of states along o are queried for corresponding evasive maneuvers. In the
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event the stngle parameter is set to true (as it’s passed in algorithm 10, line 3) the function will break upon the first
safe maneuver found, as seen on line 9. When the Evasive Maneuver Library is queried for a set of maneuvers for
a given state on line 5, it is important to note that each maneuver returned consists of both an entry part (computed
online) and terminal part (computed offline). This allows for the stitching of loiters with velocity profiles that differ
significantly from that of a given state ., along the trajectory without sacrificing dynamic constraints.

8.2.3 Maneuver list update

In algorithm 9, the stitched trajectory o, can be thought of as the trajectory the rotor-craft would be commanded
to follow if all space was free. Due to obvious limitations in sensing space over large distances, we only check the
safety of this trajectory up to some shorter horizon t;,4,i.0n, as specified in line 9. We also keep a list of safe evasive
maneuvers found thus far and update that list in algorithm 12. We keep a list of full maneuvers on purpose to account
for cases of late obstacle detection or popup no fly zones. In updating the current set of evasive maneuvers, we retrieve
a new set that is further out towards the horizon, then add any from the old set that satisfy a number of conditions, as
seen on lines 3 - 6. In addition to the conditions of uniqueness (line 4) and safety (line 5), we check if the beginning
time of the entry portion of the maneuver is behind some threshold ¢,,;, (line 3). This condition is used to clear
maneuvers that have been passed by the current look ahead time #)5okahead- INOte that by passing thorizon aS tmax
to algorithm 12 from algorithm 9, line 10, we can only ensure the safety of the stitched trajectory oy, up to that
horizon.

8.2.4 Executing trajectory update

In line 11 we call algorithm 13 to update the soon to be executed (at least partially) trajectory o¢ze. and the furthest
safe maneuver found for it M, ... After retrieving the maneuver with the furthest entry time, we determine if it is still
beyond the look ahead time, passed as ¢,,,;,,. If the entry time is ahead, we set the corresponding maneuver as the new
My e and update o, by stitching it to a portion of the stitched trajectory (passed as ostcr), and this maneuver’s
entry and terminal parts in lines 3-7. As a separate condition (in line 8), if the entry time of the last cached maneuver
M. s under the look ahead time we expect the rotor-craft to continue the following the maneuver indefinitely until
a new safe trajectory is processed. In case the terminal portion of the maneuver happens to be a loiter motion, we
compute the lookup time within the loiter ¢;e;minq:; and stitch this to our commanded trajectory oc.... The calls to
retrieve terminal motions in lines 9 and 14, imply a circular indexing scheme is used to return a finite portion of the
motion when it is so happens to be a loiter. Otherwise, it can be ignored for motions that end in a complete stop.

Algorithm 9: Executive ()

while mission active do

tiookahead = GetLookAheadTime ();

Onew = GetNewPlannerSolution ();

if 0,00 # () then

if IsTrajectorySafe (Unew7 dbuffer + tlookahead) then
L Ocurr = Stitch (Oew607 Unew);

if ocurr # 0 then

thom’zon = tlookahead + dhorizon;
M Set.,, = UpdateEvasiveManeuvers (tjookahead s thorizon, Ocurrs M Se€teur);
| Oexec Mexec = UpdateExecutingTrajectory (Ue:reca Me;vew Ocurr Msetcurv dbuffer + tlookahead);

| Execute (0czec);

8.3 Improvements to trajectory executive

Over the course of flight testing, we added a few features to address commonly occurring issues. We discuss them
briefly.
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Algorithm 10: IsTrajectorySafe (o, 1)

Mevas - (Z);
tsafe = TimeToCollision (0);
Meyqs = RetrieveEvasiveManeuvers (tmin, tsafes Tcurr, true);
if Mcyqs = 0 then
| return false;

return true;

Algorithm 11: RetrieveEvasiveManeuvers (tin, tmaz, 0, single = false)

t = tmaxs
MSetsqfe = 0;
while ¢ > ¢,,,;,, do
fcurr = Ocurr (t)’
MSet = LookupM anevwvers (Zeyrr);
for M € MSet do
if IsSafe (M) then
MSetsafe = {MSetsafe, M};
if single = true then
| break

Decrease t;

return M Sety,ge;

Algorithm 12: UpdateEvasiveManeuvers (¢,in, tmaz, M Set, o)

M Setpew = RetrieveEvasiveManeuvers (¢min, tmaz, 0);
for M € M Set do
if EntryTime (M) > t,,.y, then
if M & MSet,,, then
if IsSafe (M) then
L L MSetpew = {MSetpew, M};

return M Set,c.;

Algorithm 13: UpdateExecutingTrajectory (Cegec; Megee, Tstich, MSet, tmin)

tsafe =0;

Meyas = getFurthestEntryManuever (M Set);

if M5 # 0 then

| tsage = EntryTime (Meyas);

if £ < tsage then
J\/[emec = Mevas;
Tezec = SthhUpTIH (Oemecv Ostich tsafe);
Oezec = Stich (Tegee, GetEntry (Megec));
Oezec = Stich (0egec, GetTerminal (Mezec, 0));

tentry = EntryTime (Megee);
if tmin > tentry then
dentry = EntryDuration (Megec);
tter’minal = tmin - tentr’y - dentry;
| Oexec = Stich (Uemem GetTerminal (]V[exem ttermina,l));

return oezec, Megec;




Characteristics Boeing H-6U Bell 206B Bell 206L and 206L-3
(Unmanned Little Bird) (Jet Ranger) (Long Ranger)

PR S

Project phase Phase I Phase II and IIT Phase 111

Engine power 485 kW (650 hp) 310 kW (420 hp) 485 kW (650 hp)
Empty weight 998 kg (2200 1bs) 730 kg (1609 1bs) 998 kg (2200 1bs)
Max takeoff weight 1610 kg (3100 1bs) 1451kg (3200 1bs) 1882 kg (4150 1bs)
Rotor diameter 8.38 m (27.4 ft) 11.28 m (37 ft) 11.28m (37 ft)
Max speed 268 km/h (145 KTAS) 219 km/h (118 KTAS) 232 km/h (125 KTAS)
Rate of climb 10.5 m/s (2070 ft/min) 6.6 m/s (1300 ft/min ) 6.6 m/s (1300 ft/min )
Service ceiling 6096 m (20000 ft) 3114 m (13500 ft) 6096 m (20000 ft)

Figure 24: The 3 different helicopter platforms used for evaluation

8.3.1 A more robust safety check with multiple maneuvers

In the basic version of safety checking, the algorithm only has to ensure if atleast one state in the trajectory being
executed is safe. However, this can be quite brittle in practice if the known space has pockets of unknown space. This
can prematurely trigger evasive manuevers even though the currently executed trajectory is in fact safe.

A simple fix is to search for multiple safety maneuvers along the current path and maintain them. Even if some of
the maneuvers become invalid with time, others are always available and the system continues following the nominal
trajectory

8.3.2 Checking against no-fly-zones

A commonly occurring situation is when an popup no-fly-zone appears in close proximity to the system such that the
trajectory planner is unable to compute a feasible solution and no evasive maneuver exists. The system in this case
continues to fly through the no-fly-zone in an undefined manner as the safety assumptions are violated.

A simple fix to this is to find an evasive maneuver that spends the minimal time inside the no-fly-zone. This requires
not deleting maneuvers intersecting with no-fly-zones but keeping track of the amount of time spent inside one. When
it comes to selecting a maneuver, the one with the least time is selected.

8.3.3 Incorporating wind in evasive maneuvers

Initial set of evasive maneuvers ignored the wind and were circular in nature. These would be dynamically infeasible
given a wind vector. These maneuvers were changed to instead contain a series of arcs that respected the wind using
the optimization techniques in Section 6.

9 Experiments

9.1 System description

Over the course of approximately 3 years, the trajectory planning system (Paduano et al., 2015) was tested on a
number of helicopters as shown in Fig. 24. Tests were facilitated through Boeing, Near Earth Autonomy, Executive
Helicopters, and Aurora Flight Sciences. Computation was completely on-board on proprietary flight-ready computers
provided by Near Earth Autonomy. The sensor suite was also proprietary Near Earth Autonomy which included an
actuated 2D Laser, a strap down fiber-optic IMU, high resolution cameras and GPS. The LIDAR scans have a 100



(a) (b)

Figure 25: Setup for pilot-in-the-loop experiments. (a) View from the cockpit of the pilot where the display is next to
the instrument panel (b) Close-up of the display. Left panel shows desired attitudes and airspeeds. Right panel shows
the trajectory up to a horizon.

degree FOV providing 42, 000 point measurements per second with a max range of 1.1 km. All sensors are time
synchronized.

The system was executed in one of two modes - fly-by-wire or pilot-in-loop. In both of these modes, there is a safety
pilot on-board.

1. Fly-by-wire (FBW): The system is fully autonomous mode where it sent commands directly to the helicopter
flight control system.

2. Pilot-in-loop (PIL): Exactly same as FBW, but the command is visualized in a pilot display (Fig. 25) which
is then tracked by a pilot. The pilot tracks the commanded positions and speeds as long as it is safe to do so.
The decision to use this setup was made at the program level to allow the system to transition easily to newer
helicopters.

9.2 Summary of real flight tests

9.2.1 Overview of testing and capability progression

Table 3: Number of flight tests performed during the project

Test Type Phasel (runs) Phasel (days) PhaseIl (runs) PhaselIl (days) Phase IIl (runs) Phase III (days)

Unit Test *) *) 34 8 214 28
Integrated 24 2 61 11 284 51
Total Test 24 2 95 19 498 79

The testing of this system spanned over a period of 4 years, and was divided into three phases:

1. Phase I: Test full-stack autonomy - Fly-by-wire, manually specified routes, system asks a human operator for
approval when selecting touchdown sites.

2. Phase II: Test complex mission - Pilot-in-loop, deal with complex auto-generated routes, no human operator
for touchdown selection.

3. Phase III: Test system robustness - Pilot-in-loop, fly longer missions with multiple take-offs and touchdowns,
deal with varying wind conditions.

There were two categories of flight tests -
1. Unit tests - Flights that tested certain capabilities, not necessary for entire software stack to be active.

2. Integrated tests - Flights that executed the software stack as it would be used when deployed.



Table 3 shows the total flight tests performed across all phases®. The takeaway from this table is number of tests
increase exponentially with time - each bug discovery needs a new verification test, each added feature results in
regression testing, the more complex the system becomes the more it needs to be tested to verify behaviors.

Note on test process. These tests were performed with the help of a large staff of engineers and developers. The
actual test procedure is solely carried out by flight personnel - developers are not allowed to interfere with this process.
Performing tests with a full scale helicopter is a complex task that requires a lot of time and resources for preparation,
execution, and post flight evaluation and data analysis. From the table, one can infer that a typical test day has ~ 6
runs, each run takes around 15 minutes from from takeoff to land. The low number of test runs per day, reflects the
amount of preparation required prior to flight, fixing software or hardware issues, wait time or a test canceled due to
weather related events, and unexpected air traffic in the test locations.

Capability progression. To describe progression of the project, we divide each component of the trajectory planner
into atomic units called capabilities as described in Table. 4. These capabilities represent features that were developed
together and integrated into the system. We now show how these capabilities evolved over time in Fig. 26. Inter-
estingly, while initially the focus was on safety and completion of the mission, over time the importance shifted to
respecting wind and performance chart constraints. The development time also increased as the system got more com-
plicated. Finally, the receding horizon arose out of the need to scale the system to long missions. The key takeaway is
wind and smooth flight matters - since this influences both the architecture and methods, it should be dealt with sooner
rather than later.

Table 4: List of capabilities for different components of the trajectory planner

Capability Section Description

Route Optimizer

TimeOPT 6.3 Time optimization for optimal scheduling of speeds given a set of straight lines and arcs
Corridor 6.2 Enforce flight corridor constraints on the computed route

CurvOPT 6.2,6.4  Optimize the curvature of arcs for smoothness and to satisfy higher order constraints
WindOPT 6.5 Add wind vector to dynamics constraints and solve for corrected ground speed trajectory
Trajectory Planning Algorithm

Ohs 7.4 Designing expert planners that satisfy time to collision constraints

NFZ 7.4 Designing expert planners that satisfy no-fly-zone constraints

MultiTS 7.6.1 Plan to multiple touchdown sites and switch when nominal one is infeasible

Learn 7.5 Learn an ensemble of expert planners from data

Chart 33 Enforce the chart constraints in the expert planners

RHP 7.1 Receding horizon planning architecture for invoking expert planners

Trajectory Executive

SafeCheck 8.2 Trajectory executive checks if the executed trajectory is safe

Robust 8.3.1 A more robust safety logic that searches for multiple maneuvers

NFZCheck 8.3.2  Evasive maneuvers checked against NFZ to minimize the time spent in it
WindEML 8.3.3 Evasive maneuvers that satisfy wind constraints

Tests and Failures. Fig. 26 shows a sample set of 4 key flight tests from different phases and which components were
tested. As the tests progress, it is not possible to exercise all components. The key takeaway is that route optimizer
and safety are heavily tested - invest more resources into them. For many tests it suffices to get by with a route guide
and safety running. However, a failure in the route optimizer disqualifies the entire flight test. The red boxes indicate
that there were modules still failed (did not perform as expected) during the test despite significant simulation testing.
These are all failures with live sensor data - undetected obstacles in the landing zone (MultiTS), not estimating wind
correctly (Chart) and sensor not clearing free space (Robust).

Fig. 27 shows the fraction of failures over the entirety of Phase III. This was the most stable configuration of flight
software, hence the failures are meaningful. 39% of the failures were due to system errors - this is to be expected in a

2We do not have accurate logs of unit testing during Phase I - however the number is higher than unit tests for any of the other Phases.
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Figure 26: Capability progression and testing. (Left). A list of capabilities and when they were developed / integrated
into the system. (Right). Four key flight tests and the components that were tested. (Below). The total number of runs
during the test and the ones that were successful.

6% 9%
. System / Operator errors - Hardware faults, incorrect procedures, etc

. Planner failure - software crashes, algorithmic / optimization faults
. Landing zone evaluation faults, late / incorrect obstacle detection

Route optimizer failure - infeasible missions, invalid route guides

Safety false positive - System stuck in evasive maneuvers

. Violating wind, helicopter chart constraints

Figure 27: Breakup of the failures from all flight tests in Phase III.

complex system that is continually under-development, tested by external parties and where the hardware is exposed
to difficult atmospheric conditions. 23% of the failures were due to the planning software - the planner is at the end
of the pipeline and at the mercy of outputs arising from all of the other components. 17% of the failures are were due
to landing zone detection - detecting obstacles in the landing zone from hundreds of meters away is very difficult and
error prone.

9.2.2 Analysis of a set of fly-by-wire flight tests

Setup. We now describe a flight test day comprising of 9 fly-by-wire runs as shown Fig. 28(a). The test was con-
ducted during Phase I in Quantico, VA, using the ULB helicopter. The components for this test is specified in Fig. 26
under Demo (P1) column.

The mission is as follows: the system has to fly a L-shaped mission while avoiding no-fly-zones, towers, trees and
obstacles on the landing site. As it comes in to land, if the nominal touchdown site is not feasible, it communicates
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Figure 28: A series of fly-by-wire flight tests (a) (Left) One of the missions in the flight test overlaid on the satellite
image of Quantico, VA. (Right) An illustration of the missions which included NFZ, tower and tree avoidance as well
as a user interfacing during touchdown. (b) Statistics of all the runs in the flight test

with a user (a marine on the ground) and offers them alternate touchdown sites. The user picks one and the system
comes in to touchdown.

The selected planners in the static ensemble were: { CHOMP!, CHOMP? }. These planners were selected based on a
database of planning problems generated in simulation.
Analysis. The following are the highlights of the experiment:

1. 8/9 runs were successful. On the run that failed, the system was not able to verify whether the landing zone
was feasible or not. Hence, it chose to abort and wave-off.

2. The system was banking aggressively up to 30 deg (although within limits). This was because there was
no optimization for smoothness in route guide generation (was introduced in Phase III). It did violate the
constraint 36 degrees - this was due to a spline fitting error (which was subsequently enforced).

3. The system occasionally came close the glide slope limit of 6 deg (violating it once at 7 deg) - this is on
account of not incorporating auto-rotation constraints (incorporated in Phase III).

4. Tt was 100% successful in avoiding obstacles / no-fly zones.

5. It was successful at re-planning to alternate touchdown sites, and getting approval from user early enough.
There is a point of no-return beyond which the system must abort landing due to reachability constraints -
this distance is 200m. It did come close to that point on the final run.

Takeaways. The experiment led to the following takeaways

1. The system should commit as late as possible to a touchdown site, i.e. able to taxi at low speeds.
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5 1641 40.12 650.0 2.57 10.29 22 1666.7  RRT*Tun' 60.9 N 1.54 Y -
Near critical - Critical
()

Figure 29: A series of pilot-in-the loop flight tests (a) Illustration of the mission, i.e. take-off to landing with NFZ
avoidance enroute (b) Plot of Run 5, the toughest of the runs, which spanned 48.5 km and had multiple NFZ. (c)
Statistics of all the runs in the flight test

2. The system should incorporate performance charts and wind information.

9.2.3 Analysis of a set of complete pilot-in-the-loop missions

Setup. We now describe a flight test day comprising of 5 pilot-in-loop runs as shown Fig. 29. The test was conducted
during Phase 3 in Pittsburgh, PA, using the BEI-206 helicopter. The components for this test is specified in Fig. 26
under Eval (P3) column - all modules other than WindOPT and WindEML.

The missions area as follows: the system has to takeOoff, avoid no-fly-zones that dynamically appear and land in a
landing zone. As it comes in to land, there maybe small obstacles causing it to choose alternate touchdown sites on its
own. No communication occurs with a user.

The selected planners in the static ensemble were: { CHOMP!, RRT+Tunnel! }. These planners were selected based
on a database of planning problems generated in simulation.
Analysis. The following are the highlights of the experiment:

1. 4/5 runs were successful. On the run that failed, the system executed a safety manuever. Analysis showed
that the sensor was unable to properly clear the volume of free space due to presence of rain. A more robust
safety module would have suceeded.

2. Tracking error of speed during take-off was good (< 3.1 m/s), i.e. the system is taking off like a pilot



3. Tracking error of speed enroute was poor (> 10m/s). This was because the system did not incorporate live
wind feedback at the time. The pilot had to adjust airspeed to take into account wind.

4. Both of the planners in the ensemble were used, but RRT+Tunnel' produced the selected trajectory more
often. Upon analysis, we found that CHOMP' get stuck on a local minima because of the placement of no-fly-
zones and flight corridors.

5. Maximum tracking error in terms of distance is within limits - the pilots use a different banking profile in
presence of winds.

6. The re-planning distance to alternate touchdown site shows the ability of the system to react late to small
obstacles in the landing zone.

7. Run 5 was the longest recorded flight in all of our missions - 48.5 km. To the best of our knowledge, this is
the longest run by an autonomous helicopter avoiding no-fly-zones along the way.

Takeaways. The experiment led to the following takeaways
1. The system should incorporate live wind feedback - this was done soon with the incorporation of WindOPT.

2. The evasive maneuvers should also incorporate wind - this was done soon with the incorporation of
WindEML.

9.3 Simulation: Evaluation of components

The following set of experiments are based on evaluation in simulation. A simulation is performed as follows: A
digitial elevation map is loaded and used for simulating sensor readings. The dynamics of the helicopter is simulated
by model designed by sys-id of the actual helicopter response. The same planning software executed on real flight tests
is executed in simulation. The use of ROS nodes for all of the components allows seamless switching from simulation
to real flight testing.

9.3.1 Trajectory planning algorithm - static ensemble selection

Objective. We evaluate the static ensemble selection using the lazy greedy algorithm (Section 7.5.1). The objective
is to qunatify the performance gain over individual planners and examine the nature of the ensemble in different
environments.

Setup. We create a training dataset of 6000 planning problems (Fig. 30(a)). In these, the helicopter is flying at 30
m/s from position (0, 0, 0) to (2500, 0,0) with both headings are 0°. We evaluate the entire library of expert planners
(Appendix B) on this. We extract a fixed dimension feature vector that measures the density of obstacles at a coarse
granularity and samples the distance field locally. A random forest ( ) is used to learn the model. The two
target planning problem distributions we test are “Forest” and “City”. There is a further categorization of “Known”
(where the full environment is accessible, Fig. 30(b),(c)) and “Unknown” (where the environment is incrementally
revealed, Fig. 30(d),(e)). More details in ( ).

Analysis. Fig. 30(f) shows the ensemble selected for different environments. In all of the datasets, using an ensemble
of planners reduced the loss significantly.
O 1. A static ensemble of RRT+Tunnel! and CHOMP! has good performance on most environments.

Interestingly, on 3 out of the 4 datasets, the ensemble selected was RRT«Tunnel! and CHOMP'. The reason these two
planners performed well is because the optimal solution was always within a tunnel of the initial guess and the cost
function was usually convex around the initial guess. For the “Known City” dataset, A«> and RRT*Tunnel! were
chosen. This is because this environment required reasoning in a global sense, discretization effects were acceptable
and on occasion when the solution happened to lie near the initial guess, the RRT*Tunnel! was the only algorithm
able to sample densely enough to get a solution.



Training dataset: Test dataset: Test dataset:
6000 world maps from 6 environment classes Known Forest Known City

(a)
Test dataset: Unknown City
Ensemble Ensemble
Dataset Slot 1 Slot 2 Total
atase o o
. * * S loss
¢ o Planner(loss) Planner(loss)
DS *
* * Known Forest RRT*Tunnel!(0.15) CHOMP!(0.32) 0.08
.
. : Known City A%2(0.32) RRT*Tunnel!(0.41) 0.22
*
*
* . Unknown Forest ~ RRT*Tunnel!(0.28) CHOMP!(0.49) 0.15
* *
* Unknown City ~ RRT*Tunnel!(0.20) CHOMP!(0.46) 0.12
(d) (e) (f)

Figure 30: Evaluation of a static planner ensemble selection on simulated datasets. (a) A training dataset of diverse
problems (b) “Known” category, i.e. the robot can see all the obstacles in the horizon. “Known Forest” has obstacles
drawn from a Poisson distribution. (c) “Known City” has obstacles arranged in the form of a city block (d)(e) “Un-
known” category which limits what the robot can see. (f) The performance of the ensemble on different test datasets.

9.3.2 Trajectory planning algorithm - dynamic ensemble selection

Objective. We evaluate the dynamic ensemble selection algorithm (Section 7.5.2). The objective is to quantify the
performance gain over a static ensemble.

Setup. Fig. 31 shows a dataset of planning problems where no-fly-zones have to be avoided at high speeds. The
planning problems are harder, requiring avoidance maneuvers in x,y, and z with tighter curvature constraints. A
database of 1000 planning problems are created by placing 4 random no fly zones in a stretch of 2km. We evaluate

the entire library of expert planners (Appendix B) on this except CHOMP'! and CHOMP? (these problems were too
non-convex for them to solve).

Analysis. Fig. 31(b) shows statistics of different planners. If we examine RRT+«Tunnel!, we see that its average
cost is 0.256 and conditional cost on success is 0.107. This shows the general purpose planner nature - while it
solves many problems, when it succeeds its performance is not drastically better. On the other hand, if we examine
FixedDescent?, we see that it has an average cost of 0.973 but when conditional cost on success of 0.009. This
shows the precision planner nature - it fails on most of the problems, but the small fraction on which it succeeds, it is
near optimal.

O 2. When faced with a complex combination of no-fly-zones, a static ensemble no longer suffices. A dynamic ensem-
ble is required.

Fig. 31(c) shows that the best static ensemble of 3 planners is { RRT*Tunnel!, RRT«Workspace?, RRT*Tunnel?
} with loss 0.065. Fig. 31(d) shows the behaviour of the dynamic ensemble with different learners. The dynamic
ensemble brings down the risk dramatically from dynamically selecting a single planner. The random forest model
has the lowest validation loss of 0.021, which is significantly lower than the static ensemble.



Dataset of 1000 worlds with 4 no fly zone
cuboids randomly distributed

Expert Planner

Failure

Fraction (overall) (if success)

Cost

Cost

RRT*Uniform! 0.786 0.890 0.487

Goal Random RRT*Workspace! 0213  0.364 0.193

No Fly Zones RRT+Workspace?  0.181 0.332 0.185

RRT+Tunnel! 0.167 0.256 0.107

RRT*Tunnel? 0.391 0.432 0.068

St BITx! 0.707 0.881 0.596

Ne BITx*2 0.948 0.981 0.636

' RRTConnect' 0.186 0.876 0.848

T-RRT! 0.248 0.744 0.660

(a) T-RRT? 0.235 0.732 0.650

Best static ensemble with loss 0.065 is: LBT*RRT; 0.925 0.963 0.506

RRT*Tunnel!, RRT*Workspace?, RRT*Tunnel? ?izoiiZdRRT*l gggé gggg gégg

(c) STRIDE! 0.668 0.893 0.677

X EST! 0.352 0.854 0.775

Dynamic ensemble FixedDescent!  0.694  0.743 0.161

Learner Ensemble Ensemble FixedDescent? 0.946 0.964 0.339

Budget=1 Budget=3 FixedDescent? 0.973 0.973 0.009

Hinge Loss + Linear 0.104 0.035 FixedDescent® 0.983 0.983 0.000

Square Loss + Linear 0.120 0.055 FixedDescent?® 0.987 0.992 0.403

Unweighted Loss + Random Forest 0.101 0.021 LatPrim! 0.223 0.448 0.289
(d) (b)

Test scenario showing ensemble behavior

RRT*Tunnel! fails
due to aggressive

sampling

RRT*Tunnel? succeeds

as less aggressive

()

Figure 31: Evaluation of dynamic ensemble selection on simulated datasets (a) The dataset is collected by randomly
sampling cuboidal no-fly-zones (b) The 21 planners used in the experiment (refer to Appendix B) for details. The
statistics of the planner on the dataset are fraction of times they fail, their average cost, and the average conditional
cost on success. (c¢) Performance of the static ensemble on validation set (d) Performance of different models for
learning an ensemble with 1 and 3 elements (e) A scenario where the first predictor selects RRT« Tunne 1! which fails
to solve the problem due to sampling too aggressively. The second predictor selects RRT* Tunne1? which is able to
solve the problem.

9.3.3 Trajectory planning algorithm - characterization of the chosen ensemble

Objective. We evaluate the ensemble {RRT*Tunnel!, CHOMP! } in a full mission simulation in two different
environments. The objective is to quantify the usage of the two planners.

Setup. Fig. 32 shows a simulated mission in the Grand Canyon flying through the canyons. We also execute a
simulated mission in San Diego as shown in Fig. 33 flying through unmapped buildings.



Statistics of which planner solution is selected

Planner Selection %
RRT*Tunnel!? 34.18%
CHOMP! 65.82%

Figure 32: Evaluation of the ensemble {RRT*Tunnel!, CHOMP! } on a simulated mission in a map of the Grand
Canyon, AZ. (a) Illustration of the mission (b) Percentage of times each planner in the ensemble is used dur-
ing the mission (c) Example scenario where CHOMP! finds a good solution due to presence of a good local min-
ima. RRT+Tunnel! has artifacts due to random sampling (d) CHOMP! gets trapped in a bad local minima while
RRT*Tunnel! finds a good solution.

Statistics of which planner solution is selected

Planner Selection %
RRT*Tunnell 70.83%
CHOMP! 29.17%
(b)
RRT*Tunnel!

-

(©)

Figure 33: Evaluation of the ensemble {RRT+Tunnel!, CHOMP' } on a simulated mission in a map of San Diego,
CA. (a) Schematic of a mission where the city is unmapped and the mission passes through buildings (b) Statistics of
the percentage of times each planner in the ensemble is used during the mission (c) Example scenario where CHOMP!
finds a good local minima while RRT*+Tunnel! computes path that take a longer detour (d) CHOMP! gets trapped in
a local minima inside the building. RRT*Tunnel1! plans around it.



Analysis. In the canyone, CHOMP! is able to find this solution most of the time as shown in Fig. 32(c). This explains
the statistic in Fig. 32(b) where we see CHOMP' is used 65.82% of the time. On the other hand, the undulating nature
of the canyon results in occlusions that prevent obstacles from being mapped. This results in holes in the map as shown
in Fig. 32(d). Such situations trap CHOMP' in bad local minima. RRT*Tunnel! on the other hand is a global search
technique and is able to find a solution.

O 3. The relative usage of RRT »Tunnel! over CHOMP' reverses from Grand Canyon mission to San Deigo mission.

In the San Diego mission, CHOMP' is unable to always find a good path as shown in Fig. 33(b). There are some
situations where CHOMP' finds good solutions due to presence of good local minima as shown in Fig. 33(c). On the
other hand, there are many more situations where it gets trapped. As shown in Fig. 33(d), RRT*Tunnel! is able to
find an acceptable path.

9.3.4 Trajectory planning algorithm - torque constraints satisfaction

Objective. We qualitiatively evaluate the performance of RRT« Tunne 1! satisfying torque constraints by examining
the change in trajectories as the parameters of the constraint vary.

Setup. We focus on the torque constraints during high speed flight. Torque consumption is affected by the airspeed
of the helicopter, the speed at which it is climbing and the cargo weight. Hence at low wind speed and light cargo
weight, the helicopter can climb at much higher speed and hence has a large glide slope constraint. At high wind speed
and large cargo weight, the helicopter can not climb as fast and has a limited glide slope. Fig. 34 shows two different
simulated scenarios where the helicopter is flying in Mesa, AZ under the different aforementioned conditions.

Analysis. In scenario 1, the glide slope constraint is much more relaxed. RRT+Tunnel! plans to climb above the
mountains. Fig. 34(c) shows the vehicle climbs at speeds of up to 5 m/s while the maximum torque is far below the
limit of 0.8. In scenario 2, the glide slope constraint is stricter. RRT+Tunnel! plans to fly around the mountains.
Fig. 34(e) shows the maximum climb speed reached is ~ 3 m/s. At the peak climb speeds, the torque touches the 0.8
constraint. Hence we can see the planner utilizes the full torque budget to plan.

O 4. Torque constraints can severely restrict the reachability of the vehicle. A global search technique such as
RRT+Tunnell is crucial in search for paths under such constraints.

9.3.5 Trajectory planning algorithm - autorotation constraint satisfaction

Objective. We qualitiatively compare CHOMP! and CHOMP? for respecting autorotation constraints during the de-
scent phase.

Setup. Fig. 35 shows the comparison on a simulated tree avoidance problem. The system is commanded to touch-
down near a line of trees. Given the wind speed and the maximum speed during approach, according to the calculations
in Section 7.6.2, the glide slope constraint is 8° .

Analysis. As CHOMP! is unconstrained, in order to avoid the trees by a sufficient clearance, ends up violating the
constraints significantly (12.8°). CHOMP? is able to solve this problem by enforcing a trajectory wide constraint of
8°. As can be seen in Fig. 35, this results in a much earlier descent. This is because the gradients from the inequality
constraint pushes the obstacle gradients to further back in the trajectory. Note though that CHOMP? is not always
effective because it applies this constraint trajectory wide which is conservative.

9.3.6 Trajectory planning algorithm - LTE constraint satisfaction

Objective. We qualitiatively evaluate the end game library on respecting the loss of tail rotor effectiveness constraint
while coming in to land

Setup. We plan a mission where the wind is in the same direction as the approach to landing direction, i.e. the
helicopter has tail wind on descent. Unlike having a headwind, where low airpseed keeps the system in a region where
LTE is respected, tail wind is quite dangerous during landing. Hence, the planner has to plan to land into the wind
without violating the performance charts.
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Figure 34: Simulated missions illustrating effect of torque constraints on obstacle avoidance (a) Two different envi-
ronment conditions resulting in varying torque constraints. (b) Robot path in scenario 1 climbs above the mountain
(c) Plots of airspeed, climb rate and torque consumed in scenario 1. Note that torque is below 0.8 limit (d) Robot path
in scenario 2 goes around the mountain (e) Plots of airspeed, climb rate and torque consumed in scenario 2. Note that
the constraint is active as the robot plans around the mountains.

Analysis. Fig. 36 shows a simulated experiment of such a scenario. As discussed in Section 7.6.3, the planner uses
a library of landing primitives to deal with such a situation. It selects a maneuver that turns the aircraft by 180° as
shown in Fig. 36(a). The turn has to be such that for a given airspeed, the relative heading is not in an invalid region
as shown in Fig. 36(b).

9.3.7 Route optimizer - Dealing with wind

Objective. We evaluate the trajectory generated by the route optimizer in the presence of strong winds.



Glideslope limit of

8 deg from charts
CHOMP! violates glideslope (12.7 deg)

CHOMP? enforces constraint

(Clearance: 11.9 m) IvTreels 150 m

Figure 35: Simulated scenario where CHOMP ' violates glide slope constraint but CHOMP? is able to solve. The scenario
is created as a controlled experiment to mimic the situation encountered in Fig. 41(c). The maximum glide slope
computed from the performance charts is 8 deg. CHOMP!, in order to avoid the trees by 24.1 m, ends up violating
the glide slope (12.8 deg). CHOMP? on the other hand enforces a trajectory wide constraint and is able to solve the
problem.

Relative wind
heading (deg)

Wind (10 m/s)

' 150

Touchdown site
! # : —_ 180

. 210\, ) /330
Selected Trajectory '

, Path traced
by robot

(a) (b)

Figure 36: Planning trajectories to deal with loss of tail rotor effectiveness (LTE) (a) The planner selects a trajectory
to do a ‘button-hook’ maneuver to land into the wind (b) The LTE constraint and the motion of the helicopter with
avoids the invalid region.

Setup. We plan a mission where the helicopter has to fly a loop in the presence of a 20m /s wind directed along the
+ve X-axis as shown in Fig. 37. The loop results in the optimizer having to deal with both tail and head wind which
have opposing effects.

Analysis. As Fig. 37(a) shows, a feedback controller that attempts to follow the trajectory computed without taking
wind into account (red trajectory in Fig. 37(a)) would have to exceed roll and roll-rate limits at the same airspeed.
Wind-cognizant kI TE, on the other hand, generates a trajectory that is dynamically feasible in this wind regime. One
can see how xITE makes use of wind by generating sharper-looking turns into the wind direction. Similarly, in Fig.
37(b) we compare KITE to a naive baseline that uses constant-curvature arcs to turn, while trying to maintain as
high a speed as possible without violating the roll limit. The naive baseline must slow down considerably to execute
dynamically feasible turns in this wind regime, while xITE is able to maintain high speeds.

O 5. Wind can both increase and decrease the reachability of the system - the optimization must be able to exploit
this.

9.4 Real flight tests: Evaluation of components

The following set of experiments are based on real flight tests - both fly-by-wire and pilot-in-loop.
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Figure 37: Demonstrating the importance of wind-cognizance in the trajectory planning stage. (a) compares the spatial
profiles of wind-aware KITE (black) with a wind-agnostic variant of KITE (red) in the presence of a 20m/s wind
along the x-axis (left). A feedback controller used to follow both trajectories in this wind violates roll and roll-rate
limits with the wind-agnostic trajectory (right, shown in red), while wind-aware kITE (blue) produces a feasible
trajectory. (b) shows how the naive baseline (right) has to slow down to execute feasible turns in this wind regime,
while kI TE (left) is still able to maintain high speeds.
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Figure 38: Two sets of real flight tests conducted in different environments. The lines denote the path traced by the
helicopter (a) Missions in Quantico, VA, where obstacles are towers, trees and no fly zones (b) Missions in Mesa, AZ,
where obstacles are mountains and no fly zones.

9.4.1 Trajectory planning algorithm: Ensemble performance in mountainous terrain

Objective. We qualitatively evaluate the performance of the learned static ensemble of planners in a mission con-
ducted in a mountainous terrain.

Setup. Offline, we created a dataset of planning problems by sampling start and goal locations in maps with moun-
tains and NFZs. This was used to compute a static ensemble { RRT*Tunnel!, CHOMP! } used on real flight tests.

We performed flight tests using fly-by-wire on the ULB in Mesa, AZ where the helicopter was commanded to fly



' MOUNTAIN

MOUNTAIN

Gradient

O Iteration 8
' direction

—Qost Function
--- CHOMP! 1 RRT*Tunnel?!
B RRT*Tunnell] path

Log normalized cost

40 50 60 70 80 90 100 110 120 130
Distance to mountain peak

() (f)

Figure 39: Ensemble { RRT*Tunnel!, CHOMP! } performance in mountainous terrain - datapoint where CHOMP'
finds a good solution. (a) Flying around an unmapped mountain in Mesa, AZ (safety pilot’s view) (b) The environment
mapped by the robot and trace of path (c) The gradient due to time to collision objective (d) CHOMP' converges
to a good local minimum (e) The log normalized cost function valley with distance from the mountain peak. The
optimizer reaches the crest. The RRT«Tunnel! computes solutions lying on either side of the minimum. (f) The
RRT*Tunnel! optimal path avoids the mountain by a much larger distance than required. The search tree contains
branches on either side of the cost valley

routes that intersected with mountains and NFZs at 30 m/s as shown in Fig. 38(a).

Analysis. All flight tests were successful, i.e. the trajectory planner successfully navigated around the mountain. We
highlight two datapoints.
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Figure 40: Ensemble { RRT+Tunnel!, CHOMP! } performance in mountainous terrain - datapoint where
RRT+Tunnel! finds a good solution. (a) Flying between a NFZ and an unmapped mountain in Mesa, AZ (The
skid camera view) (b) The mapped environment and traced path (c) The gradient due to the time to collision points
into the no-fly-zone (d) CHOMP' gets stuck in a bad local minimum and has a critically low time to collision (e) The
RRT*Tunnel! is very diverse and contorts to find a near optimal trajectory (f) Comparison of the RRT«Tunnel!
trajectory to CHOMP! shows that RRT+Tunnel! is safer (g) The best path in the RRT«Tunnel! tree converges near
optimal after sampling around 320 vertices. (h) CHOMP' cannot lower cost below a certain limit because perturbations
violate no-fly-zone constraint.



The first datapoint is shown in Fig. 39 where the helicopter autonomously plans around an unmapped mountain while
flying at 30 m/s. In this scenario the helicopter was following a mission to a waypoint behind the mountain. The
obstacle is detected and a trajectory is planned such that the minimum time to collision is 5.0s. Fig. 39 (c) shows the
time to collision heat map and resultant gradient. Fig. 39 (d) shows the iterations of CHOMP' which converges quickly
to the local minimum. Fig. 39 (e) shows CHOMP! reducing the cost with iterations, while RRT« Tunnel! lies on either
side of the cost valley. The jump to the minimum by the optimizer indicates the rapid effect of covariant descent. The
RRT+Tunnel!, in this case, cannot compete with the optimizer as shown in Fig. 39(f). The tree doesn’t get a sample
in the valley of the cost function and hence produces a path takes a more extreme diversion and is no longer optimal.
We summarize it in the following observation:

0 6. Gradient based planners like CHOMP! are essential in quickly locating the minima of the cost functional.

The second datapoint is shown in Fig. 40 where the planner has to navigate between a known NFZ and an unmapped
mountain at 30 m/s in Mesa, AZ. In this scenario the helicopter has going to land at a point behind the NFZ. This
scenario leads to a failure case of sorts for CHOMP!. Since CHOMP! is an unconstrained descent, it deals with no-
fly-zones by backtracking every time there is a violation. As a result, after 4 iterations, CHOMP! gets stuck in a bad
local minimum. The computed path has a critically low time to collision of less than 3s. RRT«Tunnel! on the other
hand samples enough vertices to pass safely through the gap. As seen from Fig. 40 (g), the cost has distinct stepwise
decrements. This is indicative of the search eventually able to find a good edge through the gap and subsequently
repairing the search tree. It finally finds a good enough solution that is safer than that of CHOMP!. We summarize it in
the following observation:

O 7. A global search technique such as RRT+Tunnel’ is critical in environments which may have potentially bad
local minima or where multiple homotopies are present.

9.4.2 Trajectory planning algorithm: Ensemble performance in constrained landing zones

Objective. We qualitatively evaluate the performance of the learned static ensemble of planners in a mission con-
ducted in a forest terrain with a constrained landing zone.

Setup. Offline, we created a dataset of planning problems by sampling start and goal locations in maps with NFZs
and simulated tree lines. This was used to compute a static ensemble { CHOMP!, CHOMP? } used on real flight tests.
CHOMP? is a planner that is identical to CHOMP' except it enforces a glide-slope constraint at all points along the
trajectory. Note that CHOMP? conservatively chooses a uniform glide slope limit. Hence there are many situations
where it does not find a good solution which CHOMP! does.

We performed flight tests using fly-by-wire on the ULB in Quantico, VA and Manassas, WV where the helicopter was
commanded to fly routes that required avoiding a line of trees as shown in Fig. 38(b).

Analysis. The flight tests were successful in planning above tree lines. Fig. 41 shows a set of scenarios that the
system encountered. While CHOMP! solves most problems, there are situations where it is unable to compute a
feasible solution due to violation of glide-slope constraints. One such scenario is shown in Fig. 41(c) where the
helicopter must fly above a tall tree line and immediately descend to land. For this situation, enforcing a strict glide
slope limit is crucial. CHOMP? is able to solve such problems. Another such situations is where an obstacle is detected
late as shown in Fig. 41(e), forcing CHOMP' to climb steeply to avoid it. Again, CHOMP? is able to find acceptable
solution to such problems.

O 8. Even though CHOMP? applies a trajectory wide conservative glide slope constraint, it plays a critical role in
problems requiring steep ascent / descent.

9.4.3 Trajectory planning algorithm: Optimizing time to collision objective

Objective. We evaluate the avoidance behavior generated by executing CHOMP ! optimizing time to collision.
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Figure 41: Ensemble { CHOMP', CHOMP? } performance in forest terrain - datapoint where CHOMP? finds a good
solution. (a) Perspective from the helicopter where the robot must avoid a tree while it comes down to a landing
site (b) The system uses CHOMP' to optimize a trajectory to avoid the tree-line (c) A taller tree line that requires the
helicopter to descend late (d) CHOMP? avoids the tree by optimizing over it but respecting glide slope constraints at all
points on the trajectory (e) A tree detected late on approach (f) CHOMP? constrains glide slope while avoiding this tree

Setup. These flight tests were performed pilot-in-loop on the Bell-206L in Pittsburgh, PA. Fig. 42 illustrates the
mission where a helicopter is flying at high speed towards a tower at 50m/s. The static ensemble in this case was
executing { CHOMP!, CHOMP? }.

Analysis. The statistics of these runs is shown in Fig. 42(a). We can see that depending on the line of approach, the
avoidance is either predominantly vertical or horizontal. The time to collision cost influences the clearance distance
and the shape of the path at convergence. Fig. 42(d) shows a profile for vertical avoidance. The avoidance commences
at a distance of 596.80m and clears the top of the tower by 24.01 m. Fig. 42(e) shows a profile for horizontal avoidance.
In this case, the tower is detected much later 393.80 m. The trajectory avoids the tower by 78.94m which is much larger
than the clearance for vertical avoidance. According to the safety pilot, this avoidance profile is not only desirable, but
it follows naturally from the definition of the time to collision objective.

09. Time to collision objective captures the avoidance behavior that pilots use.
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Run # Type of avoidance from tower (m) commences (m)
1 Vertical 24.08 596.80
2 Vertical 38.01 589.79
3 Horizontal 78.94 393.80
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Figure 42: Performance of CHOMP' on 3 flight tests where the helicopter has to avoid an unmapped tower. (a)
Statistics of the 3 runs where the system avoided the tower both vertically and horizontally (b) The tower as seen from
the onboard camera of the sensor (c) Run 1 where the system avoids the tower vertically. The environment as mapped
by the robot and the planned path is shown (d) Plot of the path for Run 1. The red line is the commanded path from
the mission and the green is the path followed by the system. (e) Plot of the path for Run 3. The avoidance is mainly
horizontal in this case.

9.4.4 Trajectory planning algorithm: Satisfying torque constraints from performance charts

Objective. We qualitatively evaluate the performance of RRT « Tunne 1! satisfying torque constraints and the change
in trajectories as environmental variables vary.

Setup. Two different flight tests were performed pilot-in-loop on the Bell-206L as shown in Fig. 43 (a). In each of
these flight tests, the helicopter had to avoid a no-fly-zone. For one of the tests, the system was carrying high cargo
weight in strong winds. For the other mission, the system was carrying light cargo in negligible winds.
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Figure 43: Performance of RRT*Tunnel! respecting torque constraints under varying conditions of wind and cargo
weight. (a) In flight test 1, the wind speed is high and the robot weight is large resulting in increased torque con-
sumption. RRTxTunnel! plans around the no-fly-zone. (b) Plot of torque consumption. Note that constraint is
satisfied. (c) In flight test 2, the wind speed is 0 and the robot weight is small resulting in a small torque consumption.
RRT+Tunnel! plans above the no-fly-zone. (d) Plots of torque consumption. Note that the constraint is active as the
robot climbs above the no-fly-zone.

Analysis. Fig. 43 (a) shows the scenario where the wind is high and the cargo is heavy. Under such situations, the
torque constraint limits the glide-slope forcing the planner to plan around the NFZ. Fig. 43 (b) shows the scenario
where there is less wind and the cargo is light, which implies the system can climb above the NFZ. Hence, the global
search nature of RRT«+Tunnel! is able to find these solutions that in fact lie in different homotopies.

0 10. Changes in wind and environmental conditions can significantly affect the type of motions the system can
execute. In presence of obstacles, this necessitates the use of global search techniques such as RRT»Tunnel’.

9.4.5 Trajectory planning algorithm: Satisfying height-velocity constraint from performance charts

Objective. We qualitatively evaluate the behavior of the take-off when satisfying height-velocity constraints.

Setup. One can show that the only situation where the height-velocity constraint is in danger of being violated is
during takeoff. The height-velocity curve constraint gets violated when the helicopter is at a significant height above
the ground at low speeds. This typically happens when the take-off is steep.

We performed a flight-test that focusses on repeated take-offs performed pilot-in-loop on the Bell-206L. We com-
pared a trajectory library that simply satisfied the torque constraints versus a library that satisfied the height-velocity
constraints.
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Figure 44: Difference in take-off profiles on enforcing height-velocity constraints (a) When only satisfying torque
limit of 0.9, the helicopter begins to climb instantly while increasing airspeed to control the total torque (b) This leads
to a steeper climb during takeoff that violates the height velocity curve (c) Torque profile on enforicng the height
velocity constraint. (d) This leads to a shallower climb.
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Figure 45: Results from a test conducted on a full-size helicopter with a ~ 10 m/s wind from 250°. (a) shows the
complete trajectory along with the waypoints; (b) shows the tracking performance for ground speed and (c) ground-
frame heading. This trajectory was computed in real-time onboard the helicopter.

Analysis. The preliminary version of the take-off library computed maneuvers by selecting from trajectories that
satisfied the torque limit of 0.9 as shown in Fig. 44(a)(b). This led to a steep enough climb to violate the height
velocity constraints.

On enforcing the constraints, we arrive at a simple policy that increases forward speed enough till the torque con-
sumed drops below 0.7. At that point the system can climb while maintaining the total torque to be 0.7 as shown in
Fig. 44(c)(d).

9.4.6 Route optimizer - Dealing with wind

Objective. We evaluate the trajectory generated by the route optimizer in the presence of strong winds.
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Figure 46: Guaranteeing safety when trajectory planning fails (a) The evasive maneuver library (b) The planner plans

a nominal trajectory which is checked to be safe (c) A no-fly-zone appears, and the safety system rejects the old plan.
System eventually executes the evasive maneuver (d) Planner recovers and nominal behaviour resumes.

Setup. This mission was performed pilot-in-loop on the Bell-206L. In this mission, a trajectory has to be planned in
the presence of a ~ 10m/s wind blowing from 250° (measured with the onboard pitot tube).

Analysis. Fig. 45 shows the system was able to track the commanded trajectory while remaining within its control
margins at all times.

9.4.7 Guaranteeing Safety: Evasive maneuver when trajectory planning fails

Objective. We evaluate the ability of the system to remain safe (in a known free state) when the trajectory planning
fails.

Setup. This mission was performed pilot-in-loop on the Bell-206L. In this mission, a popup no-fly-zone appears
very near the vehicle . Fig. 46 shows the scenario.

Analysis. Fig. 46 (c) shows that the planner is unable to compute a path. As a result the system eventually executes
the evasive maneuver part of the current trajectory. Fig. 46 (d) shows that the evasive maneuver moves the system to a
state from where the planner can find a solution. The system then resumes nominal flight.

9.4.8 Guaranteeing Safety: Evasive maneuver when sensor fails

Objective. We evaluate the ability of the system to remain safe (in a known free state) when the sensor fails.

Setup. This mission was performed pilot-in-loop on the Bell-206L. In this mission, the sensor was disconnected
mid-flight. Fig. 47 shows the scenario where the unknown space remains unchanged.
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Figure 47: Guaranteeing safety even when the sensor fails (a) A situation where the sensor is disconnected. The
current trajectory being followed is guaranteed safe by construction. (b) The robot eventually executes the evasive
maneuver.

Analysis. Fig. 47(a) shows that the current trajectory being followed is guaranteed safe as it lies in the known free
space. In the subsequent timesteps, even though the trajectory planning algorithm continues to plan new paths, the
trajectory executive does not update the trajectory as the unknown space remains unchanged. The robot continues to
follow this trajectory and eventually executes the evasive maneuver section as shown in Fig. 47(b). Hence, the robot
perpetually remains in the known free space ensuring the system remains safe till a human operator can intervene.

10 Discussions

This paper describes a first comphrensive approach to motion planning for autonomous helicopters. True autonomous
flight of full-scale systems needs to respect a large set of constraints typically ignored in the literature, because incor-
porating these constraints increases the planning dimension and time beyond real-time limits. We presented several
ideas and an architecture on how to effectively build a scalable planning system. While the idea of decoupling planning
into multiple layers is common, we present several contributions on how to maintain high-quality solution and safety
in real-time, incorporate wind, solve more difficult problems via an ensemble of planners approach. Unique to this
work is the extensive evaluation of the approach in more than 700 hours of flight tests and the corresponding analysis
over several years.

While there is some prior work that described motion planning approaches for autonmous flight none has had the
opportunity to go in as much depth in this problem. As can be seen in the result the nominal case of flying without wind
and decoupled dynamics was achieved quickly in the first phase as long as the systems stays within the “enevelope”
(e.g. constraints). So far the state-of-the-art has demonstrated prior motion planning results in this realm. However, as
the helicopter gets closer to the boundary of the envelop in power, wind, and other limits the complexity of the motion
planning problem increases significantly as can be seen in the amount of testing required in phase 2 and 3 to validate
the approach.

Our architecture allowed us to scale the number of constraints considered in the motion planning problem addressed
while maintaining safety by using the ensemble and safety executive approach. We also demonstrated that a single
static motion planning algorithm is not able to solve the problem in real-time and which algorithms are successful
depends on the environment and speed-regime of the system. In particular for our problem the range of obstacle sizes
ranges from thin wires to large buildings and NFZs, and speeds range from 0 to 60 m/s. The ensemble approach was
able to significantly improve the robustness of the system.

To summarize this type of decomposition and interface has advantages and disadvantages:
The advantages of our approach are a

e Time and planning horizon decoupling: Each module plans over a different horizon and has a correspondingly
shorter or longer reaction time, while maintaining safety at the fastest reaction time.



o Ensemble of planners: A particular planner can be designed to handle a custom set of problems, constraints
etc. The ensemble selection can then choose a planner based on the distribution of problems encountered by
the system.

e Time-to-collision objective: This objective captured pilot like avoidance maneuvers which was otherwise
hard to reproduce via standard objectives like proximity to obstacles.

o Decoupling of safety from performance related components: The safety system is simple and its guarantees
are decoupled from the performance and correctness of the nominal algorithms.

While in practice our approach has shown to be useful there are some disadvantages to our approach:

e Potential deadlocks: While we have tried our best to mitigate deadlocks, they do arise when faced with
complex obstacles or when the safety system deems the vehicle to be in an unsafe state. Future work should
focus on recovery strategies or relax conservative safety assumptions.

o Downsides of approximation techniques: The choice of the planner using an approximate model to plan
has disadvantages if the margins between the required commands to be able to track the trajectory and the
available authority of the control system decreases. This means that even if the system can be more aggressive
in theory, the current planner cannot express such commands.

e Fixed planning frequency: We ask the planners to re-plan at a fixed timestep which restricts the difficulty of
the problem that these planners can solve. An alternate technique would be to have a perpetually anytime
strategy that quickly returns a solution first for the aircraft to follow and proceeds to improve it over time.

We conclude with a summary of lessons learned in the course of this project:

o Wind and smooth flight matters: Our focus initially was primarily on obstacle avoidance. However, the
primary point of failure was always due to lack of consideration of wind and smooth pilot like maneuvers
early on. These are not simply optimization objectives, but also affect the methods and representation (ground
frame vs air frame).

e Coordinate systems matter: We found the standard UTM system did not suffice given that we were flying
across UTM zones. Latitude / Longitude also are complex to deal with as they lie on a manifold. We
ultimately settled on ECEF but this required a significant overhaul of the planning code.

e Planning system should correct, not reject: As shown in Fig. 27, the planner system contributes to 23% of
failures. This primarily happens because the planner is at the end of the pipeline and at the mercy of outputs
arising from all of the other components. Hence it gets incorrect requests which it rejects - as a result the
system does not move and the flight test is a failure. Instead, if the planning system were to correct the input
as much as possible, as the user for approval and proceed to complete the mission, this number could have
been negligible. This is difficult to do and requires investment of resources.

o Low speed behaviors: The second biggest cause of failure as shown in Fig. 27 is due to the landing zone
detection finding small obstacles that require moving to another touchdown site. This detection is usually
very late, causing our system to abort. The remedy is to ensure the system should commit as late as possible
to a touchdown site, i.e. able to taxi at low speeds.
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A Time To Collision

We now specify exactly how to compute the time to collision objective described in Section 3.5. We begin by talking
about the representation offered to us by the perception system. The perception system internally stores P, - the set
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of all occupied positions under its current belief. It offers a function obs (p) = I(p € Pops) to say if a position is in
an obstacle or not.

We also assume the perception system has an efficient representation (such as a distance field) to provide a distance

function dobs (P) = min  ||p — Pobs||, and pobs (P) = argmin ||p — Pobs||,
Pobs € Pobs Pobs €P,

obs

We now define a time to collision function ttc (o(¢)) in Algorithm 14. This function takes a trajectory point o (¢) as
input and returns a positive value in the range [0, tmc,max] corresponding to the time to collision. The overall idea is to
iterate over all relevant obstacles Py, compute the time to collision and return the minimum over the set. To exactly
compute this function we needP..; = Pops. This may be computationally intractable. Hence an approximation that
we use in practice is Prel = Pobs (P), i-€. the nearest obstacle.

Algorithm 14: ttc (o(t))

tmin < OO;

for pops € Prel do

P [1.(t) yolt) z(8)]";
Vi i) o) (0] vy < V(D) v v, vl V@)
d ¢ (Pobs — P)s dy < [d(1) d(2)]".d, « [|ldeyll, d(3)]";

arl v dTv
Ay e o A, dave
xy sy o[V ll” =7 lldalla[valls

tttc,obs —

d - 2
min tttgmax; ( :|V: |2> (1 + UTy max (Oa Axy,max - Axy)2 ) (1 + % max (Oa AZ,max - Az)2 ) 5
2

time inflation due to head-on collision inflation due to vertical collision
if tttc,obs < tmin then

L tmin < tttc,obs;

return ¢in;

Lines 3,4 compute the position and velocity. Line 5 computes distance vector to nearest obstacle. Line 6 computes the
dot product between the velocity vector and the distance vector. This is to measure the offset of the obstacle from the
current direction in which the robot is heading. Line 7 computes the main time to collision. This is computed as the
ratio of the norm of distance over velocity. This value is inflated based on the dot products. The algorithm computes
this term for all relevant obstacle and returns the minimum time to collision.

B Library of Expert Planners

We now provide details on the hand-designed library of expert planners used. We organize these expert planners
into different classes. Each of these classes define a surrogate problem and a class of planning algorithms that can
efficiently solve problems in this class.

B.1 Sampling-based approaches on a curvature constrained state space

Table 5 shows the surrogate problem. We now specify different sampling strategies which can be used to create
different expert planners as mentioned in Table 6.

l. Uniform Let U(Vol) denote an uninform probability distribution over volume Vol. Let
Cuboid (Pmin; Pmax) be the volume of the cuboid denoting the valid workspace where puin and pmax are
the corners.

2. Workspace This sampling scheme is specific to the RRT* algorithm. The overview of this sampling strategy
is that a 3D workspace point (x, y, z) is sampled leaving the dimension 1) as a free variable. Among the set



Table 5: Surrogate problem on curvature constrained state space

Space Start / Goal Objective Constraints
S =PoS0O(2) Xs = (Su, Sys Sz, Sy) j(f):/ng(T)HdT F: 1 = tan™! g)
5[03 1} — (x7yaz’w) Xg: (g:mgyagzagw) 0 7:[: M K
(i2'~f1)2)3/2 = max
/:,E2+y,2 S ’Ymax

Evalia :  nfz(z,y,2) =0
ttC(.Z‘, Y, Z) > tcoll,min

of near neighbours, the best parent to this workspace point is computed. The @ value is then the resulting
value by steering the parent towards this configuration.

3. Tunnel

This sampling scheme is specific to the RRT* algorithm. This extends the Work space sampling strategy by
sampling workspace points in a tunnel around a nominal 3D path (usually the analytic Dubins path joining
Xs and Xg). The tunnel radius is specified by d¢unn.

Table 6: Library of expert sampling based planner for curvature constrained state space

Name Algorithm Sampler Parameters

RRT*Uniform! RRT* Uniform  Radius (v) : 3. 0

RRT+Workspace! RRT* Workspace Radius (7):3

RRT+«Workspace? RRT* Workspace Radius (7) :

RRT+Tunnel! RRT* Tunnel Radius (v) : 3 O Tunnel (Gpunn) @ 5
RRT*Tunnel? RRT* Tunnel Radius () = 3.0, Tunnel (S¢ynn) : :’mﬁm
BITx! BIT* Uniform Radius () = 3.0, Batch : 300

BIT*2 BIT* Uniform  Radius (y) = 3.0,Batch : 500
RRTConnect! RRTConnect Uniform

RRTConnect? RRTConnect Tunnel Tunnel (Otuny ) : nrjax

T-RRT! T-RRT Uniform  Temperature (7') : 2.0, Frontier (p) : 0.1
T-RRT? T-RRT Uniform  Temperature (T") : 10.0, Frontier (p) : 0.1
LBT-RRT! LBT-RRT Uniform  Approximation (g) : 0.40

LBT-RRT? LBT-RRT Uniform  Approximation (g) : 0.04
InformedRRT+!  Informed RRT*  Uniform  Radius (v): 3.0

STRIDE! STRIDE Uniform

EST! EST Uniform

EST? EST Tunnel  Tunnel (Giunn) @ —

Kmax

B.2 Sampling-based approaches on a holonomic 3D state space

Table 7: Surrogate problem on 3D state space

Space Start / Goal Objective Constraints
S=P Xs = (52,5y,5z) = /1H H Svalid nfz (x,y,2) =0
oY J () = T)|| dr 7
5[07 1} = (.T), Y, Z) Xg = (gazvgyv 9z, ) (E) 5( ) ttC(Z‘, Y, Z) > tcoll,min

Table 7 shows the surrogate problem. The heading v can be computed as 1) = tan~! (%) once the path is computed.
We now specify different expert planners in Table. 8.



Table 8: Library of expert sampling based planner for 3D holonomic state space

Name Algorithm Sampler  Parameters

BIT«3 BIT* Uniform Radius () = 3.0,Batch : 300
RRTConnect? RRTConnect Uniform

B.3 Trajectory Optimization Approaches on the Space of Smooth Trajectories

Table 9: Surrogate problem on space of smooth trajectories

Space Start / Goal Objective Constraints
S=P Xs:<SI Sy Sz) ~ /1 ( H H2 f}:l: z S’Ymax
T J = A T + a2 +5y2?
0,1 = (z,y,2)  xg = (9a,9y,9-) © 0 [ !

5 (¢80max — 80 (€(7))° [|é(r)]|) dr

Table 9 shows how a surrogate trajectory optimization problem can be created. We created two such expert planners
CHOMP!, which ignores the glidelsope constraint { and CHOMP? which solves a constrained optimization problem.
Both these planners use covariant gradient descent ( ) to solve the optimization problem.

B.4 Discrete search on a graph of dynamically feasible motion primitives

Table 10: Surrogate problem on a graph of dynamically feasible motion primitives

Space Start / Goal Objective Constraints
S:G=(V,E) Xs = ProjOnGraph(s, G) J(€) = ZI: o] F: corr (e;) =1
¢ =(e1,€2,...,6/) Xg=ProjOnGraph(g,Q) & nfz (e;) =0

H: ttc(ei) > teollmin

Table 10 shows the surrogate problem. Since the planners are discrete search based, the algorithms only deal with
the graph. The resolution and primitives of the graph however encode the dynamic constraints. We use two kinds of
graphs, ones with primitives constant curvature and others with primitives as straight lines. The former graph is also

4D while the latter is 3D. For the latter, the heading v can be computed as 1) = tan—! (%) once the path is computed.
We now specify the different expert planners n Table. 11. All of these planners employ weighted A* heuristic search.

Table 11: Library of expert discrete search based planners

Name Space Primitives Heuristic

Axl S=PoS0(2) + 7 constant curvature arcs Dubins, Inflation: 1.0
Ax? S=PoS0(2) +7 constant curvature arcs Dubins, Inflation: 10.0
Ax3 S=P straight line, 27-connected, 5m res  Euclidean, Inflation: 1.0
Ax? S=P straight line, 27-connected, 1m res  Euclidean, Inflation: 10.0

B.5 Hand-designed precision planners

Finally, this last group of planners are designed to overfit to certain planning problems. They are created based on
inspecting commonly occurring problems and designing custom sampling strategies / brute force path enumeration
strategies.



B.5.1 Sampling detour points

This class of planners use the curvature constrained state space defined in Table 5. They also use the RRT* algorithm
to plan. However, they use a highly customized sampling strategy which belongs to one of two categories:

1. SingleDetour: In this sampling strategy, we first find a violation point p. To find this, we step through
points along the line joining start to the goal till a point p is found to be in collision with obstacles. We then
create a surface perpendicular to the direction of the line at this point p. The samples are constrained to lie on
this surface. This is equivalent to finding a “detour point”. Depending on the width of the surface (expressed
as fraction of —— ) we have two planners - SingleDetour! (width: —) and SingleDetour? (width:

1 )

3Kmax

2. DoubleDetour: This is similar to SingleDetour except we find two violation points p; and py - one
from start to goal and one in the reverse direction. Hence two surfaces are created to constrain sampling.
We also create two such planners. DoubleDetour! uses a width: % and samples uniformly in heading

space. DoubleDetour? uses a width: % but uses Workspace sampling.

B.5.2 Fixed descent direction

In this method, we collect a set of problems which none of the planners in the library were able to solve. We then solve
such problems by running an RRT* method for a long time (100s). The solutions of all these problems are collected.
All these solutions are then discretized to 50 waypoints. They are then concatenated to create a matrix M with dimen-
sions . X 50 where n is the number of trajectories (one matrix for each dimension). We apply principle component
analysis to extract a set of principle axis for this matrix. These directions represent motions along with a trajec-
tory has to descend to recover the paths. The five principle directions then give rise to planners FixedDescent!,
FixedDescentz, FixedDescent3, FixedDescent4, FixedDescent?.

B.5.3 Brute force path search

The final precision planner that we create is doing a brute force path search by perturbing the path laterally to create a

planner LatPrim!.

C Dynamics Projection Filter

The DPF ( ) accepts an infeasible trajectory (workspace trajectory) as input, uses a
controller to track this trajectory and the outputs the configuration trajectory traced out by the system. To provide
guarantees about the output, the first component required is a control-Lyapunov function (CLF) that stabilizes around
a feasible workspace trajectory. Since the controller can observe all states, has a perfect model and is free from any
disturbance, approaches such as feedback linearization and backstepping can be applied ( ;

; )-

Let the workspace trajectory be £ : [0, 1] — R™. A control-Lyapunov stabilized trajectory firstly requires the existence
of a feedback control u = K (z,¢,7) where € R? is the configuration space coordinate of the robot, 7 is the index
of the workspace trajectory. It also requires the definition of index dynamics 7 = I'(x, £, 7). Careful selection of these
functions can ensure a function V(x, €, 7) to satisfy the Lyapunov criteria when £ is dynamically feasible. If z € X,
implies perfect tracking, the Lyapunov criteria is V (z,.) > 0,V (z,.) < 0,V € X \ X¢ and V(z,.) = 0,Vz € X¢
(globally asymptotic stable version).

A further local exponential stability is also required, i.e,

’dV(’T) >aV(,7),a>0, V() < Vi

dr

where the rate of exponential stability « determines how fast convergence occurs. This property will be used to
guarantee decay properties of the CLF. We used the an extension of the controller presented in (

)



The output 2(¢) = DPF(¢) is given by

=P [

In the scope of this work, we consider £ to be approximated by a set of workspace samples at equal discretization
AT €~ (q1,92,- -, q,,L)T € R™™ with qp and ¢,,+1 the fixed starting and ending points of the trajectory. This will
facilitate concrete expressions on bounds that are parameterization dependent. However, the method remains valid for
other parameterizations, such as splines.

Under the assumption that the linear segments between waypoints are dynamically feasible (there exists © € U which
allows perfect tracking) , the Lyapunov function V(.) converges in the straight line portion of £. However, at every
waypoint it increases by AV > 0 because of the angle change at the waypoint. The more jagged ¢ is the more the
cumulative effect of AV will be. The maximum V'(.) at anytime determines how much deviation x(.) has from &.
We establish in ( ) that under certain assumptions about V(.), a bounded Lyapunov value
implies a bounded intersegment deviation.

Theorem 1 (Bounded Intersegment Deviation). Given a desired bound on the Lyapunov function V(x,£,7) <
Vinaz, V&, 7 € DPF(E), the intersegment deviation is also bounded, i.e.

s T(a. — g
<1+ (QZ QL—I) (QL QH-I)) S Prmas-
i — gi-1ll lgi — qi+ |l
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