## CS 4110

Programming Languages \& Logics

## Lecture 16

Fixed-Point Combinators

## Termination in the $\lambda$-calculus

We have encoded lots of useful programming functionality that produces values.

Does every closed $\lambda$-term eventually terminate under CBN evaluation?
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$$
G \triangleq \lambda f . \lambda n \text {. if } n=0 \text { then } 1 \text { else } n \times(f(n-1))
$$

Recall that if $g$ is a fixed point of $G$, then $G g=g$. To see that any fixed point $g$ is a real factorial function, try evaluating it:

$$
\begin{aligned}
g 5 & =(G g) 5 \\
& \rightarrow * 5 \times(g 4) \\
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\end{aligned}
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## Fixed point combinators
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## Other fixed point combinators

There are many (indeed infinitely many) fixed-point combinators. Here's a cute one:
where
$\mathrm{L} \triangleq \lambda a b c d e f g h i j k l m n o p q s t u v w x y z r$. (r(thisisafixedpointcombinator))
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Now use the recursion removal trick:
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\begin{aligned}
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\begin{aligned}
& =((\lambda t . \lambda f . f(t t f))(\lambda t . \lambda f . f(t t f))) G \\
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