

## Announcements

is a program with a "teach anything learn anything" philosophy. You will be able to provide high schoolers with instruction in the topic of your choice.
This semester's event is on Saturday, November 4
Apply to be a teacher!
If you are interested, please email us at: splashcornell@gmail.com.



## Prelim 1

-It's on Thursday Evening (9/28)
$\square$ Two Sessions:

- 5:30-7:00PM: A..Lid
- 7:30-9:00PM: Lie..Z
$\square$ Three Rooms:
$\square$ We will email you Thursday morning with your room Bring your Cornell ID!!!
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## A3 Comments

/* Mini lecture on linked lists would have been very helpful. I still do not

* know when we covered this topic in class. It was initially difficult to
* understand what we were meant to do without having learned the topic
* in depth before
$\square$ Sorting is useful
- Database indexing
$\square$ Operations research
$\square$ Compression
$\square$ There are lots of ways to sort
- There isn't one right answer
$\square$ You need to be able to figure out the options and decide which one is right for your application.
$\square$ Today, we'll learn about several different algorithms (and how to derive them)
had messed up on one of the earlier methods and if I had waited to test
* I would have had a lot of trouble figuring out what went wrong. This
* assignment showed me how vital it is to test not at the end but
* incrementally. I feel more careful, efficient, and organized.


## Why Sorting?

/* Maybe the assignment guide could explain a bit more about how to

* thoroughly test the methods though. Testing is still a bit difficult and I
wish we had an assignment which covered that more. The instructions
* could have been more specific about what is expected from the test
* cases though.

I

教



## Insertion Sort



## SelectionSort









Quicksort with logarithmic space

Problem is that if the pivot value is always the smallest (or always the largest), the depth of recursion is the size of the array to sort.

Eliminate this problem by doing some of it iteratively and some recursively. We may show you this later. Not today!

QuickSort with logarithmic space

```
    /** Sort b[h..k]. */
    public static void QS(int[] b, int h, int k) {
        int h1= h; int k1= k;
            // invariant b[h..k] is sorted if b[h1..k1] is sorted
            while (b[h1..k1] has more than 1 element) {
                int j= partition(b, h1, k1);
            // b[h1..j-1]<= b[j]<= b[j+1..kl]
            if (b[h1..j-1] smaller than b[j+1..k1])
                    {QS(b,h,j-1);h1= j+1;}
            else
            {QS(b,j+1, k1);kl= j-1;}
        }
    }
                Only the smaller
                segment is sorted
                        recursively. If b[h1..k1]
                        has size n, the smaller
                        segment has size < n/2.
                            Therefore, depth of
    recursion is at most log n
```

| Quicksort with logarithmic space |
| :--- |
| Problem is that if the pivot value is always the smallest (or always <br> the largest), the depth of recursion is the size of the array to sort. |
| Eliminate this problem by doing some of it iteratively and some <br> recursively. We may show you this later. Not today! |

QuickSort with logarithmic space

```
40
```

/** Sort b[h..k]. */

```
/** Sort b[h..k]. */
public static void QS(int[] b, int h, int k) {
public static void QS(int[] b, int h, int k) {
    int h1= h; int k 1= k;
    int h1= h; int k 1= k;
    // invariant b[h..k] is sorted if b[h1..k1] is sorted
    // invariant b[h..k] is sorted if b[h1..k1] is sorted
    while (b[h1..k1] has more than 1 element) {
    while (b[h1..k1] has more than 1 element) {
        Reduce the size of b[h1..k1], keeping inv true
        Reduce the size of b[h1..k1], keeping inv true
    }
    }
}
```

```
}
```

```

\section*{Sorting in Java}
\(\square\) Java.util.Arrays has a method Sort()
\(\square\) implemented as a collection of overloaded methods
- for primitives, Sort is implemented with a version of quicksort
\(\square\) for Objects that implement Comparable, Sort is implemented with mergesort
\(\square\) Tradeoff between speed/space and stability/performance guarantees```

